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Abstract
Mobile devices and accessing the web have become essential in our daily lives.
However, their limitations in terms of both hardware such as the battery, and
software capabilities can affect the user experience such as battery drain. There
are some best practices for the web page design that are shown to affect the
downloading time of web pages. In this study, we report our experience in
applying these practices to see their effect on energy saving. We propose two
techniques: (1) concatenating external script and stylesheet files and (2) mini-
fying external script and stylesheets that can be used to transcode web pages to
improve energy consumption on the client-side and therefore improve the bat-
tery life. We present our experimental architecture, implementation, and a sys-
tematic evaluation of these two techniques. The evaluation results show that the
proposed techniques can achieve approximately 12% processor energy-saving
and 4% power saving in two different client types, 13% improvement in a typical
laptop battery life, and 4% improvement in a typical mobile phone battery life.

K E Y W O R D S

browsing, energy-saving, software implementation, software tools, transcoding, web

1 INTRODUCTION

In today’s world, mobile devices have an important role in our lives, and people prefer to use their mobile devices instead
of desktop computers.1,2 Indeed, the number of mobile devices operating worldwide is more than the population now,
and according to a forecast, it is expected to reach 17.72 billion by 2024.3 When we look at the web access, the trend is also
the same—the mobile web overtook desktop web.4 In parallel to this trend, web pages have also become more complex,
and the technologies used also changed. Nowadays, web pages include more images and videos in high resolution and
thus, their size has also increased. According to some studies, while a typical web page size was 929 KB in 2011, this
page was 3034 KB in 2017, and the expectation is that the average size will increase similarly in the future.5 However,
mobile devices have some limitations such as limited screen size, the limited bandwidth of the connection, small device
memory, limited processing power, and limited battery.6,7 These limitations can easily affect users’ experience (UX).8,9

Mobile phone hardware and software try to reduce energy consumption as much as possible letting the phone have longer
battery life or use a small battery, but if the web interaction is more demanding on the device the battery life will be much
shorter.10,11 This cannot only affect UX and in the long run, can affect the lifespan of batteries and sustainability of the
environment.12

In an experimental study, the energy consumption of the web page components including source code written in
HTML, scripts, stylesheets, images is measured.13 This study shows that the energy consumption of images, JavaScript
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(JS), and cascading style sheets (CSS) is high. Therefore, for saving energy on web page access, these elements should be
optimized. Furthermore, even though there are different guidelines for performance improvement in web pages, most of
these are not empirically confirmed to save energy while improving performance6,7,14–18 (see Section 2).

This article reports our experience which aims to achieve energy saving during web access on the client-side via
transcoding web pages without modifying their look and feel and without adding extra load to the client or the server.19

In this article, we mainly focus on two transcoding techniques: (1) concatenating external JS and CSS files to reduce the
HTTP request and (2) minification of external CSS and JS files to reduce the size of data transferred (see Section 3). To
demonstrate the effect of these techniques, here we present an architecture and also an experimental prototype. We use
this architecture to measure the energy consumed with and without transcoding on real web pages. The implemented
services are evaluated over both a desktop and a mobile client with a sample set of web pages chosen from Alexa Top 100*

(see Section 4). These web pages are stored and tested locally to eliminate the external factors that can affect the measure-
ments. Results show that our services achieved statistically significant energy savings. Our three services (concatenation,
minification, and concatenation + minification) reduced the cumulative processor energy (mWh) by 12.26%, 7.57%, and
9.87% over the desktop client and reduced the average power (mW) by 3.94%, 2.50%, and 3.34% over the mobile client in
the average of our evaluation set respectively (see Section 5). We also analyzed the impact of this improvement on a typical
battery, and the result shows that our three services can achieve 13%, 7%, and 9% improvement in a typical laptop bat-
tery life and 4.1%, 2.5%, and 3.5% improvement in a typical mobile phone battery life on the client-side, respectively (see
Section 6). On the other hand, to provide overall energy saving, the energy consumption of the proxy can also be consid-
ered. For this purpose, we developed a model between the energy consumption of the proxy server and the energy-saving
on the client-side (see Section 6.1). The main contributions of this work can be summarized as follows (see Section 7):

(1) With this work, we empirically provide evidence that applying the two guidelines proposed previously for improving
performance (i.e., concatenating external files and minimizing the size of external files) in web interaction, providing
significant energy saving;

(2) Transcoding is not a novel approach but it is the first time that is considered for saving energy on the web. The
proposed proxy-based approach does not put extra load on the client, or the server as all of the transcoding is done
on the proxy. Even though this means energy consumption is moved to the proxy, the client does not need to install
extra software and the developer does not need to know and apply the energy-saving guidelines. Therefore, with our
approach we also remove the burden on developers to consider energy issues;

(3) Finally, our experimental work shows by reducing the energy consumption of the processor while accessing the web,
the battery life can be increased, and thus it will contribute to sustainability when we consider the harmful effects
of the battery waste in the environment.20 The techniques are implemented on a proxy server to provide energy
saving on the client-side. However, to provide overall energy saving, the energy consumption of the proxy can also
be considered. In this study, we also developed a model between the energy consumption of the proxy server and the
energy-saving on the client-side. Thus, we discuss how we contribute to sustainability.

2 RELATED WORK

When the web architecture is considered, the energy consumption in web interaction can be reduced to three levels:
hardware, network, and software. At the hardware level, energy-related studies focus on different areas such as reduc-
ing the energy consumption of the processor,21 embedding renewable energy resources into mobile devices,22 analyzing
the role of the processor in the energy consumption of mobile web browser,23 and reducing the energy consumption of
the screen.24 At the network level, there are different studies about energy consumption such as analyzing the energy
consumption of the mobile network,25 the impact of different communication technologies on mobile devices,26–28 using
localization29 and caching30 to improve energy saving in mobile networks. Moreover, the type of network technology is
shown to have an impact on the energy consumption of mobile devices.27,28 At the software level, different studies handle
the software to reduce energy consumption. These studies handle the effect of the operating system and the programming
language used,31,32 propose code refactoring,33,34 propose code obfuscation,35,36 and introduce new communication proto-
cols such as SPDY†. There are also some studies related to the energy consumption of websites13 and the effect of different

*https://www.alexa.com.
†https://www.chromium.org/spdy/spdy-whitepaper
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JS libraries on energy consumption.37 Energy efficiency is also a very widely researched topic for the browsers.38–41 Most
browsers have settings to choose an energy-saving mode or plug-ins with different techniques. A recent analysis of the
energy efficiency characteristics of web browsers can be found in Reference 42, which also explains these features in
detail. Browser vendors are also doing regular energy efficiency tests and comparisons.38–40 Middleware approaches are
also used for energy management in different levels such as hardware, software, and operating system; however, its impact
on user experience should be reduced by being invisible to the user and the system.43

Besides these studies, there have also been studies on transforming web pages into alternative formats to improve
mobile user experiences which are known as transcoding. Transcoding is the process of transforming web pages into
alternative forms to have improvements for different purposes such as providing web accessibility for disabled people,
increasing the performance of web interaction, or improving the UX for web users.19 Considering the web architecture,
it can be done on the client, server, or proxy (which sits in between client and server). In client-side transcoding, adap-
tation is conducted after the web page is retrieved; therefore it is done on the client. However, since the transcoding is
done on the device itself, the device should be powerful. When we consider the limitations of mobile devices (e.g., lim-
ited memory, processor), the client-side transcoding has some significant drawbacks.44 In server-side transcoding, the
adaptation is done on the server-side before it is served to the client, and therefore, the process is invisible to the client
since all the process is done at the server-side.19 However, one needs to be the owner of the content to do the transcoding.
Compared with these approaches, the proxy is a specialized server that sits between the client and the webserver, and the
transcoding can be done on the proxy. The overall transcoding process in the proxy is transparent to the client after the
address of the transcoding server is set. When the client requests a web page, the client sends the request to the proxy,
and then the proxy sends a request to the server, and the content is sent to the proxy. After transcoding, the web page
content is sent to the client.44 Proxy-side transcoding does not put any extra work on the client- or server-side but the
connection speed between the client, proxy, and server could be the drawback.44 When we look at the techniques used
for transcoding, many techniques are utilized such as text magnification,19 color scheme changes,19,45 alternative text
insertion,19,45 page rearrangement,19,46 simplification,19,47,48 summarization,19,49–51 image consolidation,6,52,53 responsive
image,6,7,54 data compression,6,55,56 reducing the number of redirects,14,18,53 expiration header,6 dynamic adaptation.57

Although many of these techniques can achieve energy saving, only a very few techniques (such as alternative text inser-
tion, simplification, reducing the number of redirects, expiration header, and dynamic adaptation) are validated for energy
efficiency.

In the literature, there are also different guidelines for performance improvement and energy saving.6,7,14–18 Although
most of these guidelines do not include specific suggestions about energy, some of them may achieve energy saving
when we consider the main ideas behind reducing the energy consumption of a website: (1) to minimize HTTP requests
and (2) to reduce the size of the components.6,18 When we look at the guidelines for improving the speed of access to
websites, we can see that these two principles are behind most of these guidelines. These guidelines are mainly related
to caching, number of images, number of requests, redirects, scripts, and stylesheets. Unfortunately, few of these rec-
ommendations are validated, and some of them are implemented as tools that work on different sides such as client,
proxy, or server. In an experimental study, the energy consumption of the web page components including source
code written in HTML, scripts, stylesheets, images are measured,13 and it is shown that scripts and stylesheets con-
sume the most energy. Therefore, here we focus on CSS and JS related guidelines summarized in Table 1. As can be
seen from this table, most of these techniques have not been empirically evaluated in terms of energy-saving or per-
formance. Similarly, the number of research studies that attempt to reduce the energy consumption of websites is also
very low. Uzair et al.58 introduced a machine learning-based predictive modeling technique is introduced that auto-
matically down-samples the web page for energy-efficient rendering. Their approach showed a minimum reduction of
24.6% energy consumption of the overall system by resampling images on the server-side. Their approach sacrifices the
quality of service while maintaining the user experience. Zhang et al.59 described an optimization framework for offload-
ing policy to reduce the energy consumption on both the mobile device and the cloud considering the time delay for
video transcoding. They proposed an online algorithm to dispatch transcoding tasks to service engines to reduce energy
consumption. Their result shows that the proposed algorithm outperforms the other three alternative algorithms with
lower time energy consumption and queue length. Lastly, Koksal et al.53 attempted to reduce the energy consump-
tion of websites based on proxy side transcoding. This system achieves battery life improvement without modifying the
look&feel of the web page. With this work, two techniques are explored: (1) combining images with CSS sprites and (2)
reducing the number of redirects. Their results show that redirect service can achieve 4.6% and image adaptation can
achieve a 7% reduction in cumulative processor energy, which is equal to between 40 and 60 min saving in a battery of a
mobile device.
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T A B L E 1 CSS and JS techniques

Location

Technique Implementation Reference Server Proxy Client M. B.

Avoid CSS @imports Google PageSpeed Module 60 ✓ ? ?

Avoid document.write Google Lighthouse Tool 61 ✓ ? ?

Combine images with CSS sprites Google PageSpeed Module 62 ✓ ? ?

Twes+ 53 ✓ x *

Combine external CSS and JS Google Apache Module 18 ✓ ? ?

Google Closure Compiler 63 ✓ ? ?

Google PageSpeed Module 64 ✓ ? ?

Mobify Jazzcat 65 ✓ ✓ ? ?

IBM Worklight Studio 66 ✓ ? ?

Grunt contrib-concat 67 ✓ ? ?

Minify JS and CSS YUICompressor 68 ✓ ? ?

JSCompress 69 ✓ ? ?

JSMin 70 ✓ ? ?

Minify 71 ✓ ? ?

CSSNano 72 ✓ ? ?

csso 73 ✓ ? ?

Microsoft Ajax Minifier 74 ✓ ? ?

Minification and concatenation JS & CSS Script Optimizer 75 ✓ ? ?

Merge+Minify+Refresh 76 ✓ ? ?

Dependency Minification 77 ✓ ? ?

Minqueue 78 ✓ ? ?

Combine and Minify 79 ✓ ? ?

Granule 80 ✓ ? ?

Jawr 81 ✓ ? ?

The Asset Pipeline 82 ✓ ? ?

Codekit 83 ✓ ? ?

Prepros 84 ✓ ? ?

Remove unused CSS Firefox Dust-me selectors 85 ✓ ? ?

Chrome Developer Tools 86 ✓ ? ?

Gtmetrix 87 ✓ ? ?

unused-css.com 88 ✓ ? ?

mincss 89 ✓ ? ?

uncss 90 ✓ ? ?

CSS remove and combine 91 ✓ ? ?

Who killed my battery? 13 ✓ ? *

Order scripts JS and CSS Script Optimizer 76 ✓ ? ?

Make unique Remove duplicates: uniq.js 92 ✓ ? ?

Efficient JS Who killed my battery? 13 ✓ ? *

Note: *, shown scientifically; x, irrelevant; ?, not shown scientifically; M., modify the look and feel; B., battery life improvement.
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In brief, there has been extensive work in improving energy saving at network communication, at very low-level
hardware components, and the main software components used. There has also been a broad set of guidelines proposed
for developers to save energy in the developed web pages. However, not many of those are empirically evaluated. Similarly,
limited research studies (such as resampling images on the server-side, offloading the computation on mobile devices to a
mobile cloud system, and transcoding websites over a proxy by combining images and reducing the number of redirects)
attempt to reduce the energy consumption of websites by transcoding. However, none of them attempted to save energy
by transcoding over the proxy focusing on JS and CSS-related guidelines. We explain our focus, method, and evaluations
in the following sections.

3 METHODOLOGY AND ARCHITECTURE

We propose to transcode web pages on a proxy server based on the following two techniques:

(1) Combining external CSS and JS: Given the web architecture each external resource means an extra HTTP
request. Therefore, the more external files mean more HTTP requests, and to reduce this, external files can be
concatenated.6,15,18 It is proposed that an ideal web page should have one external JS and one CSS file.18 To ensure
this, concatenation is done at the build time, but there are some services to make this process at the runtime using
the content delivery network (CDN). For example, Google Apache Module concatenates files dynamically at run-
time. It uses a special URL format to download multiple files using a single request.18 There are also various tools
to concatenate external files. However, most of them work on the server-side (see Table 1). Thus, only the owners of
websites can use these tools to concatenate external files. Also, the primary objective of these tools is to reduce the
loading time of the websites and to reduce energy is typically not considered. Therefore, in our work, we propose to
apply this technique at the proxy and also target evaluating energy saving.

(2) Minification of CSS and JS: Minification refers to removing unnecessary characters, such as white spaces and
comments, from the code to reduce the size of a file. This is typically done to improve the load time of a page. Accord-
ing to a survey, in 10 top U.S. websites, 21% size reduction was achieved by minification.14 According to Reference
16, minification typically achieves a 20% size reduction for JS. There are different tools to minify JS and CSS. The
YUI Compressor‡is a JavaScript and CSS compressor which, in addition to removing comments and white-spaces,
obfuscates local variables using the smallest possible variable name. JSMin70 is another JS minifier that works on
the server-side. There are also many different minification tools, and some of them support both concatenation and
minification at the same time (see Table 1).

3.1 Architecture and implementation

Our system architecture is illustrated in Figure 1. Server services the page, proxy requests the page from the server and
transcodes and returns it to the client, and client requests a web page via a browser.

To implement our experimental platform, we use Squid Caching Proxy which is an open-source proxy§. There are
different adaptation mechanisms in Squid and our implementation; we use ICAP¶ with GreasySpoon#as the content
adaptation mechanism since it is open source and also can modify both the header and body part of the response. More-
over, non-HTTP contents can be modified by the ICAP server. When an HTTP message reaches the ICAP client, it sends
the message to the ICAP server, and the transformation is done here. An ICAP client may have many ICAP servers, and
an ICAP server may have many ICAP clients. We created two services that work over the ICAP server (see Figure 1) as
follows:

(1) Consolidation service: This service concatenates external JS and CSS files to one JavaScript and one CSS file. Once
the client requests a web page and the HTTP message comes to the proxy, it is redirected to our ICAP server. First, the
ICAP server forwards the call to our consolidation service which finds all JS and CSS files and downloads them. Each

‡yui.github.io/yuicompressor.
§http://www.squid-cache.org/.
¶wiki.squid-cache.org/Features/ICAP.
#greasyspoon.sourceforge.net.

http://yui.github.io/yuicompressor
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http://greasyspoon.sourceforge.net
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F I G U R E 1 The software architecture

downloaded external JavaScript is appended to a combined JS file called last.js file and each external CSS downloaded
is appended to a common file called “last.css” file on our proxy. The underlying HTML is then transcoded by updating
all CSS and JS calls to this common file. To illustrate, if our HTML has the following JS calls:
<script type=“text/javascript” src=“script1.js” language=“javascript”>
<script type=“text/javascript” src=“script2.js” language=“javascript”>
<script type=“text/javascript” src=“script3.js” language=“javascript”>
The consolidation module removes all of the above external script calls and puts one external script call to request
the last.js file from the IP address of the proxy as follows:
<script src=“http://194.170.10.2/last.js”>
With these transcoding, the end-user requests one concatenated .js and .css file from the IP address of the proxy
instead of the server. If the number of external CSS or script files is less than or equal to one, no transcoding is done
by the module.

(2) Minification service: In our minification service, we follow the guideline that recommends minifying CSS and
JS to reduce the size of the external components. Thus, this service minifies external JavaScript and CSS files. This
service works very similarly to the consolidation module. HTTP message reaches our ICAP server, and the call is
forwarded to our minification service. The minification service first finds all .js and .css file calls from the HTML
and downloads these external files into our proxy. These files are then minimized by using the following open source
tools. YUI Compressor is used for CSS and JSMin70 is used for JS minification. Both of these tools work similarly,
and they mainly remove unnecessary white spaces and comments from these external files. After these minification
processes, we replace the calls in the HTML file with these minified local files. To illustrate:
<link rel=“stylesheet” href=“c1.css” type=“text/css” />
is replaced with
<link rel=“stylesheet” href=“http://194.170.10.2/c1.css” type=“text/css”/>
Therefore, when the user requests the file, they will retrieve the minimized files from the proxy rather than retrieving
the full external files from the server.

4 EVALUATION

To evaluate our proposed transcoding services, we ask the following two research questions, and in this section, we detail
our evaluation process that investigates these questions.

(1) Does our system allow energy saving on the client-side by concatenating external JS and CSS files to reduce the number
of HTTP connections?: Here, we aim to provide evidence to show that by concatenating external resources such as JS
and CSS, we can provide energy savings to the clients.

(2) Does our system allow energy saving on the client-side by minifying external JS and CSS to reduce the size of the compo-
nents?: By investigating this, we aim to provide evidence to show that by minimizing the size of external resources
such as JS and CSS, we can save energy on the client.
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4.1 Materials

To test our services with real web pages, the evaluation materials were selected from the Alexa Top 100 list on October 8,
2018.93 However, to eliminate the external factors (such as the latency in the network) that may affect our measurements,
these web pages are downloaded to the local server to be used in our measurements. For downloading web pages, we used
WebScrapBook|| and in case of failures, we used Wget**. Unfortunately, we could not use some of these pages and had to
eliminate them from our dataset. For example, some web pages have versions in different languages such as google.com
and google.com.tr, so we eliminate the alternatives and only keep the main version. Web pages with inappropriate con-
tent are also eliminated. After these two steps, 70 web pages remained from the top 100 list. Since we used the locally
stored versions for measurements, pages that could not be downloaded properly by WebScrapBook and Wget and did not
function properly were also eliminated. After this step, 35 pages remained which were tested using Google Chrome Dev-
Tools to ensure that there were no modifications on the local versions. To do that, missing files that are served from other
servers are downloaded, and the code is adjusted, respectively.

To also see the effect of our concatenation service, the web page needs to include at least two external CSS or JS files,
but since eight of these web pages include one or fewer external JS or CSS files, they were removed from the test set.
Lastly, eight of remained web pages were modified after transcoding. Thus, 19 web pages remained for the evaluation of
concatenation or concatenation + minification services. Similar to this, to evaluate our minification service, a web page
need to include at least one external CSS or JS file and three pages do not include any external JavaScript or CSS files, they
were not used in the minification service evaluation. Seven of the remained web pages were modified after minification.
Finally, 25 web pages were kept to evaluate the minification service. Table 2 shows the final dataset used in our evaluations.

4.2 Equipment

The evaluation is done over two types of clients: desktop and mobile. To eliminate external factors and differences in
server/proxy and client components that could affect the measurements, three identical desktop computers are used for
Desktop measurements. The processor of these computers is Intel Core i7 model 4770 with a base frequency of 3.4 GHz
and the turbo frequency of 3.9 GHz. The processor consists of 4 cores, and the size of the installed memory is 16 GB. The
operating system of the server and the proxy is Ubuntu 16.04, and the desktop client is Windows 10. The screen size is
18.5 inch and the resolution is 1920 × 1080. We have set the brightness of the screens to 50% during the tests. Cisco 2901
Integrated Services Router is used to provide a connection between these computers.

For testing with a mobile client, the router and the client computer are replaced. The router is replaced with a switch
which is Cisco Catalyst 2960-X, and Netgear Wireless-N 300 Access Point (WN802T) is connected to the switch to provide
a wireless network. The client desktop is replaced with the Samsung Galaxy S3 Mini (GT-I8200Q). Its processor is a 1.2
GHz dual-core Cortex-A9, and it has 1 GB RAM. The installed operating system is Android 4.2.2. The screen resolution
is 480 × 800 pixels, and the brightness is set to 50% during the tests. No external microSD card is installed, and only the
PowerTutor application is installed to be used in our tests. The mobile device connects to the local network via Wi-Fi over
the wireless access point and the switch.

As we used Intel Power Gadget, the desktop devices computers’ processors should be 2nd Generation Intel Core
Processor or later and our computers have Intel Core i7. On the other hand, we could not find a mobile device that
PowerTutor’s power model was built on but we chose one of the devices used in a study94 with PowerTutor.

4.3 Clients and measurement tools

We use two types of clients for measurements as we wanted to see the overall effect on both a device with limited resources,
that is, a mobile device, and with a device that has much more powerful resources. Also, we do not want the external
factors, that is, any fluctuation in network speed affect our measurements. We used a local network for the mobile client
to minimize the fluctuation but we also used a desktop client to ensure that the measurements are performed in a stable
environment.

||https://chrome.google.com/webstore/detail/webscrapbook/.
**https://www.gnu.org/software/wget/.

https://chrome.google.com/webstore/detail/webscrapbook/
https://www.gnu.org/software/wget/


ÜNLÜ and YESILADA 991

T A B L E 2 Evaluation set for our services93

Rank Website Number of JavaScript files Number of CSS files Conc. Min. Conc + min

3 facebook.com 1 10 ✓ ✓ ✓

4 baidu.com 1 0 X ✓ X

5 wikipedia.org 2 0 ✓ ✓ ✓

6 qq.com 8 2 ✓ ✓ ✓

9 yahoo.com 14 13 ✓ ✓ ✓

10 sohu.com 8 1 ✓ ✓ ✓

14 twitter.com 1 3 ✓ ✓ ✓

15 amazon.com 0 5 ✓ ✓ ✓

19 360.cn 14 3 ✓ ✓ ✓

25 blogspot.com 2 2 X ✓ X

32 alipay.com 1 0 X ✓ X

43 imdb.com 7 3 ✓ ✓ ✓

45 microsoft.com 2 1 ✓ ✓ ✓

52 tumblr.com 13 9 X ✓ X

55 naver.com 7 6 ✓ ✓ ✓

56 office.com 5 5 ✓ ✓ ✓

59 wordpress.com 1 5 ✓ ✓ ✓

66 paypal.com 5 2 ✓ ✓ ✓

69 microsoftonline.com 2 1 ✓ ✓ ✓

70 soso.com 1 0 X ✓ X

72 stackoverflow.com 2 2 ✓ ✓ ✓

74 github.com 3 3 ✓ ✓ ✓

89 roblox.com 10 2 ✓ ✓ ✓

95 bbc.com 6 6 X ✓ X

100 quora.com 2 1 ✓ ✓ ✓

Note: X, irrelevant; ✓, relevant.

Mobile users can access the web in different ways: native applications, web applications, hybrid applications, web
sites, and widgets.95–99 Widgets and native applications use the Internet in their background, but they are task-specific.
They are not suitable for cross-platforms. Mobile web applications and hybrid applications are cross platforms, but again
they are designed to perform a specific task. Web sites can be accessed with all the browsers. Responsive websites are the
ones that deliver different versions of a web page depending on the requested client type. Since web applications can have
security restrictions on access, in our study, we focus on mobile clients that access web pages via browsers.

Different tools are used on the desktop and mobile to measure the power or energy consumption, the size of the
components, and the number of requests. We used the following tools for measurements:

PowerTutor is used for the measurements done on the mobile client which is an Android application that
displays the power consumption of major system components such as a display, CPU, network
interface, and different applications. PowerTutor is chosen as it is widely used in the literature.
For instance, in their study, Wu et al.100 indicated that software-based tools to measure the
energy consumption of mobile applications such as PowerTutor give reasonable results and
provide useful values because they provide detailed energy consumption information for each
hardware component. In another study, Chang et al.101 suggested PowerTutor that Android
developers can take advantage of real-time power estimation feature from the application to
make their code more energy-efficient.
PowerTutor’s power model was built on HTC G1, HTC G2, and Nexus One. In the literature,
several studies use PowerTutor to measure energy consumption. Some studies102,103 used the
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mobile devices that its power model built on, while some other studies94,104 used with
other mobile devices, even in,94 they used the same mobile device as we used in our study.
On the other hand, Rizk and Youssef105 used both the mobile device that the power model was
built on and other mobile devices for their measurements. Therefore, based on these in the
literature, we use PowerTutor in our study.
The application has already been withdrawn from the Android Market but it can be
downloaded as APK from its web page††. There are three main reasons that we preferred
PowerTutor in our evaluation. Firstly, it has been used widely in the literature. Secondly, it
was the only free measurement application for mobile phones. Thirdly, it produces text file
output as well to see detailed results.

Intel Power Gadget is a tool to monitor power usage, and we used it for the measurements done on the desktop
client. Cumulative processor energy (mWh) data is extracted from the log file generated by
the tool‡‡.

Google Chrome DevTools is used to record some requests, loading time, JS and CSS files, and the size of the components
on the desktop client. It is a web developer tool that helps developers to edit web pages on the
fly. It is built directly into Google Chrome and developers may record the process of the
loading process of the web pages via this tool§§.

4.4 Procedure

To see the impact of the two services implemented, they are evaluated both separately and together. Firstly, the web pages
are evaluated with our minification service, then they are evaluated with concatenation service, and finally, the impact of
both concatenation and minification is evaluated together. In our evaluation, we first concatenate pages and then minify
the concatenated page. Our metrics are the number of requests, page load duration, and power/energy consumption
for concatenation service. For minification service metrics, a number of the requests is replaced with the size of the
components. The evaluation is done over two different architectures to see the impact of our services. The first architecture
represents the case where is no transcoding proxy and consists of only the client and the server. In the second architecture,
proxy sits between the server and the client, and web pages are transcoded before being served to the client.

During the evaluation over the desktop client, regular 4G (4 Mb/s download speed, 250 kb/s upload speed, and 20 ms
RTT) is simulated by Google Chrome DevTool. The cache is disabled, and the history is deleted over the browser. Also,
the cache and the data on the proxy and the cache on the server are cleared to see the real impact of the services. All of
the other applications apart from the browser and Intel Power Gadget are stopped during the evaluation over the desktop
client. The duration for the energy measurement is set to a total of 30 s. The first 10 s are idle, and the browser is launched
in this period. Then the web page is requested and waited for 10 s to load the page. Just after, we switch to Intel Power
Gadget, and after waiting 10 s, the measurement is done. Indeed, requesting web pages are less than 10 s for most of the
web pages, but this duration is constant. This duration is set after the tests are done to see the load time of the web pages.

During the evaluation of the mobile client, the cache and the history of the browser are cleared the same as the
evaluation over the desktop client. The mobile device is connected to the network via Wi-Fi as we do not want the Internet
to affect our tests. No other application apart from PowerTutor is installed on the mobile device. The duration of the test
lasts 90 s. In the first 30 s, the browser is launched. Then, the web page is requested and waited for 30 s. After this duration,
we switch to PowerTutor, and the test duration finishes after 30 s. The duration over the mobile client is longer than the
duration over the desktop client as the load time of the web page is increased, and switching between the applications
(browser and PowerTutor) takes more time compared with the desktop client. The tests are repeated if any unexpected
behavior (such as fluctuation) is observed and we only keep the last stable measurement.

The evaluation is performed manually for both client types by one experimenter who is the first author of this article.
Each web page is measured three times and the average is taken for both mobile and desktop. The device is restarted
before each test. The test duration differs for mobile and desktop clients. There are two main reasons behind it: load time
and fluctuation observation. As we used the same desktop version of the website for both types of clients, the load time

††http://ziyang.eecs.umich.edu/projects/powertutor/.
‡‡https://software.intel.com.
§§https://developers.google.com/web/tools/.

http://ziyang.eecs.umich.edu/projects/powertutor/
https://software.intel.com
https://developers.google.com/web/tools/
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of web pages is different in mobile and desktop (higher in mobile). First, we set a safe duration more than the longest
load time of our evaluation set. Secondly, we observed the fluctuations in measurements (from GUI of Intel Power Gadget
and PowerTutor) during measurements. We saw that no fluctuation occurs if there is no fluctuation during the first 10 s
on desktop and 30 s on mobile. Thus, we set the timing for taking the measurements as 10 + 10 + 10 for desktop and
30 + 30 + 30 for the mobile client.

As explained above, the evaluation of our services is done with real web pages to see the real impact of the services;
no mock-up page is used. As the cache is disabled and the history is cleared to eliminate the factors that may affect our
results, the results may differ (page load time may be shortened) in real-life usage with enabling cache. However, in our
tests, we have tried to provide a test environment with minimum external influence on the measurements. Thus, we
evaluated our services with real web pages in a test environment.

5 RESULTS

We have our results in three cases: concatenation, minification, and concatenation + minification over two clients: desk-
top and mobile. Here we present our results for each client and also show our investigation of the impact of these
transcoding techniques on the battery life of a typical laptop and a mobile phone battery.

5.1 Results on desktop client

The mean of the number of requests, total size in KB, and the load time in are calculated before and after transcoding (see
Table 3). The results show that the number of requests is decreased after the transcoding with concatenation and concate-
nation + minification and the total size of the components is decreased after the transcoding with minification and con-
catenation + minification services. The mean value of the number of requests decreased from 76.80 to 69.35 after concate-
nation and concatenation+minification. The total size decreased from 899.50 to 663.53 KB by minification service. On the
other hand, the load time of the web pages increased after transcoding. The average load time increased to 2.41 s from 2.19 s
after concatenation, to 3.77 s from 1.90 s after minification, and to 3.49 s from 2.19 s after concatenation+minification. We
have a total of 19 web pages to test concatenation and concatenation + minification and 25 web pages to test minification
service. Thus, the before values in these tables are different as the number of samples is slightly different.

The next step is to see the impact of the decrease in the number of requests and the total size on the energy consump-
tion of the device. To see that, Intel Power Gadget is used to record cumulative processor energy over the desktop client.
Intel Power Gadget records the cumulative processor energy in terms of milliwatt-hour (mWh) where x mWh represents
that x milliwatts of electricity used continuously for one hour. The results show that our services reduced the cumulative
processor energy on average of our evaluation set (see Table 4). The cumulative processor energy is decreased from 33.19
to 29.12 mWh after concatenation, from 32.21 to 29.77 mWh after minification, and from 33.19 to 29.91 mWh after con-
catenation + minification which means approximately 12.26%, 7.57%, and 9.87% reduction, respectively in an average of
our test materials. Our concatenation and concatenation+minification services reduced the cumulative processor energy
in all web pages from our evaluation set. On the other hand, our minification service could the cumulative processor
energy in 20 web pages and increased the energy in five of the web pages from our evaluation set.

These results are also evaluated statistically to determine whether or not the difference between before and after
transcoding over our services is significant. Firstly, Shapiro-Wilk (SW) test is applied to see whether or not the differ-
ence between the results is a normal distribution or not. Then, paired-dependent t-test or Wilcoxon signed rank test is

T A B L E 3 Mean value of each sample of the number of requests, total size (KB) and the load time (s)

Number of requests Total size (KB) Load time (s)

Service Before After Before After Before After

Concatenation 76.80 69.35 1035.32 1035.37 2.19 2.41

Minification 55.44 55.44 899.50 663.53 1.90 3.77

Concatenation + minification 76.80 69.35 1035.32 913.65 2.19 3.49
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T A B L E 4 Mean value of each sample of the cumulative processor energy (mWh) and statistical results over desktop client

Cumulative processor energy (mWh)

Service Before After Test N df t or Z value Effect size

Concatenation 33.19 29.12 Wilcoxon 19 – −3.823 0.620

Minification 32.21 29.77 Wilcoxon 20 – −3.619 0.572

Concatenation + minification 33.19 29.91 Wilcoxon 19 – −3.783 0.614

T A B L E 5 Mean value of each sample of the average processor power (mW) and statistical results over mobile client

Average processor power (mW)

Service Before After Test N df t or Z value Effect size

Concatenation 654 628 t-test – 18 5.502*** 0.627

Minification 652 636 Wilcoxon 21 – −3.560*** 0.549

Concatenation + minification 654 632 Wilcoxon 19 – −3.825*** 0.620

Note: T-test effect size: 0.01—small, 0.06—moderate, 0.14—large. Wilcoxon effect size: 0.1—small, 0.3—moderate, 0.5—large.
*p < 0.05; **p < 0.01; ***p < 0.0001.

applied based on the p-value that comes from the Shapiro-Wilk test. Paired-dependent t-test is for normal distribution
(p > 0.05), and Wilcoxon signed rank test is for not-normal distribution. Based on the p-values, Wilcoxon signed rank test
is applied for the difference in cumulative processor energy before and after transcoding for concatenation, minification,
and concatenation + minification (see Table 4). The result of the Wilcoxon signed rank test shows that there is a signif-
icant difference between before and after transcoding. To see the effect size, the r-value is calculated for the Wilcoxon
signed rank test. For the r-value of Wilcoxon signed rank test, 0.1 is small, 0.3 is medium, and 0.5 is large effect size.106

Thus, our statistical test results show that the effect size is large for each service as the effect size is greater than 0.5 in the
output of the Wilcoxon signed rank test of our services.

5.2 Results on mobile client

PowerTutor is used to trace average power on the mobile client in a total 90 s interval (30 s for the request). PowerTutor
records the average power in terms of milliwatt(mW) and it is used to quantify the rate of energy transfer. Results show
that our concatenation, minification, and concatenation + minification services achieved 3.94%, 2.50%, and 3.34% aver-
age power saving over the mobile client, respectively (see Table 5). The average power of the mobile device is decreased
from 654 to 628 mW after concatenation, from 652 to 636 mW after minification, and from 654 to 632 mW after con-
catenation + minification. We achieved a reduction in average power for all web pages from our evaluation set with
our concatenation and concatenation + minification services. On the other hand, our minification service achieved
a reduction in 21 web pages from our evaluation set; in four web pages, the average processor power increased after
transcoding.

These mobile results are also evaluated statistically to determine whether or not the difference between before and
after transcoding over our services is significant. Paired-dependent t-test is applied to the result of the concatenation
service and the Wilcoxon signed rank test is applied to the result of minification and concatenation + minification
services based on p values of the Shapiro-Wilk test. Paired-dependent t-test shows that there is a significant differ-
ence in concatenation service over the mobile client for the average power (mW) before and after transcoding. To
find the magnitude of the effect, eta squared statistics is used for the paired-dependent t-test. Interpreting the eta
squared value is as follows; value 0.01—small effect, value 0.06—moderate effect, value 0.14—large effect.106 Thus,
our statistical result shows that the effect size is large (0.620) for our concatenation service. Similarly, the result
of the Wilcoxon signed rank test shows that there is a significant difference between before and after transcoding
with minification and concatenation + minification services where the effect size is large for both (0.549 and 0.620,
respectively).
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5.3 Results on battery life with a typical laptop battery

To illustrate the impact of these transcodings on battery life, we also investigated the effect on two different device
batteries: laptop and mobile phone. To do this, we use the ASUS N580VD laptop battery with 47 Wh capacity and
Samsung Galaxy S3 Mini (GT-I8200Q) battery with 5.7Wh capacity. As the average power of the result does not show
the average total system power, two different assumptions are used: the average processor power is 100% of the total
system power and 70% of the total system power. The mean values of each service are used to calculate the battery
duration to analyze the improvement in the battery duration in an overview. We applied the power reduction on the
desktop client for laptop battery calculations and the power reduction on the mobile client for mobile phone battery
calculations.

The result of the laptop battery calculation shows that our concatenation, minification, and concatena-
tion + minification services can achieve 13%, 7% and 9% improvement in the laptop battery life on the client-side with the
assumption of processor power equals to total system power (see Table 6) and 9%, 5% and 7% improvement in the laptop
battery life on the client-side with the assumption of processor power equals to 70% of the total system power (see Table 7).

As we observed less power reduction over the mobile client, the mobile phone battery shows less improvement
compared with the laptop battery. The result of the mobile phone battery calculation shows that our concatenation, mini-
fication, and concatenation + minification services can achieve 4.1%, 2.5%, and 3.5% improvement in the mobile phone
battery life on the client-side with the assumption of processor power equals to total system power (see Table 8) and 2.9%,
1.8%, and 2.4% improvement in the mobile phone battery life on the client-side with the assumption of processor power
equals to 70% of the total system power (see Table 9).

T A B L E 6 Laptop battery life analysis with the assumption of total system power

Battery duration (h)

100% %Powera reduction Before After Improvement (h) Improvement (%)

Concatenation 11.35 11.93 13.47 1.54 13

Minification 6.39 12.27 13.13 0.86 7

Concatenation + minification 9.01 11.93 13.09 1.16 10

aAverage processor power.

T A B L E 7 Laptop battery life analysis with the assumption of 70% of total system power

Battery duration (h)

70% %Powera reduction Before After Improvement (h) Improvement (%)

Concatenation 11.35 11.93 12.97 1.04 9

Minification 6.39 12.27 12.86 0.59 5

Concatenation + minification 9.01 11.93 12.72 0.79 7

aAverage processor power.

T A B L E 8 Mobile phone battery life analysis with the assumption of total system power

Battery duration (h)

100% %Powera reduction Before After Improvement (h) Improvement (%)

Concatenation 3.94 8.716 9.076 0.361 4.1

Minification 2.50 8.742 8.962 0.220 2.5

Concatenation + minification 3.34 8.716 9.019 0.303 3.5

aAverage processor power.
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T A B L E 9 Mobile phone battery life analysis with the assumption of 70% of total system power

Battery duration (h)

70% %Powera reduction Before After Improvement (h) Improvement (%)

Concatenation 3.94 8.716 8.968 0.253 2.9

Minification 2.50 8.742 8.896 0.154 1.8

Concatenation + minification 3.34 8.716 8.928 0.212 2.4

aAverage processor power.

6 DISCUSSION

This study aims to save energy on the client-side by concatenating and/or minifying external JS and CSS files to reduce
the number of HTTP connections and/or reduce the size of the components. Thus, two services are implemented on
the proxy server: (1) concatenation and (2) minification. The evaluation of these services is done together. Our results
show that the services implemented achieved statistically significant energy savings. Our three services (concatenation,
minification, and concatenation + minification) reduced the cumulative processor energy (mWh) by 12.26%, 7.57%, and
9.87%, respectively in an average of our evaluation set. The statistical tests show that there is a significant improvement
and the effect size is large.

The results show that the highest improvement is achieved with concatenation service, without minification.
Although concatenation + minification reduces the number of requests and the size of the components, by only concate-
nating the external files, more energy saving is achieved. There may be different factors that affect this, but our major
finding is the load time. The average load time of the concatenation service increased by 10.2% while this rate is 59.49%
for concatenation + minification and 98.67% for minification. As the concatenation service does not increase the load
time so much, it achieved the highest energy saving.

When we analyze the load time results, it can be seen that concatenation is the fastest service and minification is
the slowest service. Concatenation + minification has a moderate speed although it manages both concatenation and
minification and its speed is better than minification only. The reason is that the minification service starts a different
process for each external JavaScript and CSS file. On the other hand, concatenation + minification first concatenates the
external files, and then it minifies the concatenated files. Thus, the number of minification processes is decreased over the
concatenation + minification service. Multithreading techniques could improve these results. However, further research
could be conducted to investigate the effects of multithreading techniques on load time for our minification service.

The impact of the services is also evaluated over a mobile client. The average power measurement results over the
mobile client show that our concatenation, minification, and concatenation + minification services achieved 3.94%,
2.50%, and 3.34% average power saving, respectively. The percentage of energy-saving over the mobile client is less than
the energy-saving over the desktop client. One reason for this may be that different evaluation intervals are used for the
mobile and the desktop client. The interval for the measurements over the mobile client is 90 s (30 s idle, 30 s for the
request, and 30 s idle again) and over the desktop client is 30 s (10 s idle, 10 s for the request, and 10 s idle again). This
interval is changed for the desktop, and the mobile client as switching between PowerTutor and the browser takes more
time than launching the browser on the desktop client. Another reason for different intervals is that the loading time of
the web page is increased over the mobile client, therefore to observe better the time difference of the services is obtained
less over the mobile client as the time interval is increased.

The guidelines mentioned in Section 3 states that minification can achieve around 20% size reduction. In our study, the
minification service achieved up to a 26% reduction in the total size of the web page. Thus, our study also provides evidence
for the effect of this guideline. Previously, we mentioned that53 applies a similar approach with our study to reduce the
energy consumption of websites based on two techniques: (1) combining images with CSS sprites and (2) reducing the
number of redirects. Their results show that redirect service can achieve 4.6% and image adaptation can achieve a 7%
reduction in cumulative processor energy. The results of our study show that we achieve more reduction compared with
this previous study. However, they applied different techniques therefore we cannot do direct comparisons. However,
future studies can be conducted to investigate the effect of combined techniques.

Finally, our study is not without limitations. First, we could not use all the pages in Alexa top 100. However, we
believe the dataset we used is still realistic and does provide evidence for the energy-saving improvements on the client.
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Here, we present our evaluation methodology in full detail so that it can easily be replicated such as using a larger testbed
or working under different conditions such as a large number of devices and different distributions of requests to also
emulate overload conditions, and so on. Our evaluation methodology can be replicated with rigorous analyses on other
edge clients as well. Another further study can be related to the effect of the operating system, browser, and encryption
in energy reduction. To illustrate, the literature review showed us that browsers play a role in energy consumption.38–41

Also, our evaluation methodology can be replicated by investigating specific and popular content types such as video.
Second, we performed our tests manually for both mobile and desktop clients. The reason is that we observed if any

fluctuation occurs before and during the tests from GUI of both Intel Power Gadget and PowerTutor. This limitation led
us to perform tests manually. However, further studies can be conducted to automate the tests.

Third, for illustrating battery life improvement data, we use a sample battery, but a much more detailed study could
be conducted on that.

Fourth, the power model of the tool that we used for the measurements over mobile phone (PowerTutor) was built on
three specific devices and they state that when used with phones other than the given phone models, power consumption
estimates will be rough. However, we had no other choice for measurements over mobile devices. To decrease the incon-
sistency in measurements, we tried our best to find a mobile phone to be used in our tests that has similar specifications
to the mobile phones that PowerTutor’s power model was built on. There are also some studies94,104 that use different
mobile devices to measure energy consumption with PowerTutor. Furthermore, in our study PowerTutor measurements
were used for comparative purposes, therefore, if there are any errors or biases in measurement, that would occur in both
cases. Therefore, this would not affect the comparison. Also, we performed our tests on the desktop client. We believe
that if there is an improvement over the desktop which has a powerful processor and has a limitless source, there will be
an improvement over the mobile device which has a less powerful processor and limitations.

Fifth, in our study, we provide evidence for Desktop and web pages displayed on a mobile client. However, we
might also have responsive web pages that are served differently on mobile devices. Further studies can be conducted to
investigate the effect of responsive web pages. This would improve the results of the mobile client.

Finally, when we concatenate external files into a single file, this has the disadvantage of increasing the load time, and
also we do not take into account if these external files are used or not. Therefore, further research could be conducted
to investigate techniques to reduce the load time while saving energy and also improve the smartness of concatenating
external file processes such that asynchronous processing would be possible (files are concatenated when they are needed
or eliminated if they are not needed at all).

In summary, our results show that the implemented services may achieve energy saving on the client-side and this
energy saving is statistically significant. Our battery life example analysis also illustrates that these services improve the
battery life on the client-side.

6.1 Modeling sustainability

To consider the impact of our work on sustainability, we need to consider that the proxy also consumes energy for
transcoding which means when the client saves energy proxy server spends energy. However, the proxy can be used for
large-scale systems to answer a lot of clients, and to cache on the proxy may be applied to reduce the number of requests
between the proxy and the main server. Once the content is transcoded on the proxy, it can be served to many clients,
and this may decrease the energy consumption of the proxy and the load time of the web page. Here we introduce a basic
model and its result over our concatenation service to see whether our system achieves overall energy efficiency or not.

Our approach for modeling the sustainability is as follows: In the first request of the web page, all of the web page
sources are downloaded to our proxy server and the transcoding is done. The source with the transcoded files is cached
over the proxy. After the first request of the web page, if any client requests the same web page, the sources are served
from the proxy instead of the server. Here, we assume that there is no change in the web page during this process. Our
model eliminates the server after the first request of the web page. Thus, the energy consumption of the server is ignored
after the first request of the web page.

In our model, we attempt to find how many clients should request the same web page to achieve energy efficiency in
the overall system. Thus, the comparison is based on the total system energy of n clients with and without transcoding. The
total energy consumption is calculated with two components (server and client) for the normal case (without transcoding),
three components (server, proxy, and client) for the first request (caching), and two components (proxy and client) for
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T A B L E 10 Measurement inputs for the sustainability
model

B (mWh) A (mWh) C (mWh)

Client 33.542 24.431 55.964

Proxy 0 22.366 40.963

Server 19.974 0 19.974

Total 53.516 (B) 46.797 (A) 116.302

Note: A, energy with transcoding and the source is already cached; B,
energy without transcoding; C, energy during first request for
transcoding.

the case after data is cached on the proxy. These measurements are done in 30 s period, similar to the tests done for the
evaluation of the services.

In our model, another assumption is that there is no traffic in our server. The scenario for our model is as follows:
Client(n) requests the web page and after 30 s passed, the client(n+1) requests the same web page. No idle time is passed
between these 30 s. Thus, the inputs of our model is as follows:

A: Total Energy with Transcoding and the Source is Already Cached
B: Total Energy without Transcoding
C: Total Energy of First Request for Transcoding
A = Proxy Energy + Client Energy
B = Server Energy + Client Energy
C = Server Energy + Proxy Energy + Client Energy
n = Number of Clients
Based on the above explanations, the formula should be as follows to have overall energy efficiency with nclients:

n ∗ B > C + n ∗ A.

The results of the above formula for the concatenation service is shown in Table 10. The values in the table are the mean
values for 17 web pages out of 19. No energy efficiency is obtained for 2 of the web pages and this is why 17 web pages
instead of 19 web pages are used to calculate the average values. The average number of clients is calculated as 18 to
achieve overall system energy efficiency (see Table 10 and Figure 2). In Figure 2, the energy consumption of the overall
system for n clients with and without transcoding is showed. According to the figure, it can be seen that if the number of
clients is more than 18, the energy consumption of the system with transcoding is less than the energy consumption of
the system without transcoding. Therefore, after 18 clients request the same web page, energy efficiency is achieved.

The power measurements over the client are done with Intel Power Gadget and s-tui¶¶ is used over the proxy and the
server. The reason for the different tools used during the evaluation is that the operating system of the client is Windows10
and the proxy and the server is Ubuntu 16.04. We could not find the same tool that measures the power on both of the
operating systems. To see the consistency between these tools, we have done some benchmarking. Same benchmarks
are tested on Windows and Ubuntu using Intel Power Gadget and s-tui and the standard error between these tools is
calculated as 5.2% on average.

For testing purposes, the caching process for our model is not done automatically based on an algorithm. The web
page source is saved to the proxy manually. We assumed that the source is cached over the proxy after the first request
and when a client requests the same web page, the source is sent over the proxy instead of the server. Here, the manually
saved source is delivered to the client by proxy. As no caching mechanism is structured over our proxy, the average power
of the proxy and the client during the first request (caching) is based on some calculations. The formulas to calculate the
average power of the proxy and the client during the first request is as follows:

Total Energy Consumption during First Request (Proxy) = Total Energy Consumption to Transcode the Web Page
(Proxy)+Total Energy Consumption to Request the Web Page without Transcoding (Client)−Total Idle Energy Consumption
(Client),

¶¶https://github.com/amanusk/s-tui/.

https://github.com/amanusk/s-tui/
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F I G U R E 2 Total system energy of n clients with and without transcoding

Total Energy Consumption during First Request (Client)=Total Idle Energy Consumption (Client)+ 2 * (Total Idle Energy
Consumption (Client) − Total Energy Consumption to Request the Transcoded Web Page without Caching(Client)).

We have described our basic model to see whether energy efficiency in our overall system can be achieved or not. This
model is evaluated with concatenation service and the result shows that overall system energy efficiency can be achieved
in 17 of 19 websites and the mean client number that is needed to request the web page is calculated as 18.

We have constructed our model for experimental purposes to evaluate the overall energy efficiency of the system.
However, there can be large-scale effects when deploying our solution on physical deployments. Indeed, Squid Caching
Proxy has been deployed with real-life case studies##. To illustrate, Wikimedia operated more than 50 Squid servers in
three locations around the world serving almost three gigabits of Wiki traffic at peak times. In the second example, Flickr
used Squid as a reverse proxy accelerator in front of its photo storage service. In their deployment, they kept 3–5 h of hot
objects in each cache where each Squid server handles approximately 1000 requests a second. However, there is a need
for new studies to explore the large scale-effects in today’s digital world.

Further studies can be performed with our basic model. Firstly, we did not integrate a caching mechanism over the
proxy and this model can be improved based on real measurements. Caching mechanism may also reduce the load time.
Secondly, we only evaluated concatenation service with the model. The overall efficiency of the other services can be
modeled. The last possible future work for our model is integrating the network traffic as our model ignores the network
traffic between the components.

7 CONCLUSION AND FUTURE WORK

This article presents a transcoding-based approach to save energy on the client-side while browsing web pages without
modifying the look&feel and without adding extra load to the client or the server. This article also proposes an architec-
ture and an experimental platform centered around a proxy server with two techniques implemented: (1) concatenating
external JavaScript and CSS files to reduce the number of HTTP requests and (2) minifying JavaScript and CSS to reduce
the size of the components. This architecture and also the experimental platform is used to evaluate these two tech-
niques with a set of real web pages from Alexa Top 100. This systematic evaluation shows that the proposed three services
(concatenation, minification, and concatenation + minification) can reduce the cumulative processor energy (mWh) in

##http://www.squid-cache.org/Library/.

http://www.squid-cache.org/Library/
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average by 12.26%, 7.57%, and 9.87% over the desktop client and can reduce the average power (mW) by 3.94%, 2.50%,
and 3.34% over the mobile client respectively. This article also shows the impact of this improvement on a typical battery,
and the result shows that these three services can achieve 13%, 7%, and 9% improvement in a typical laptop battery life
and 4% improvement in a typical mobile phone battery life. on the client-side respectively.

In brief, the experimental study presented in this article provides evidence that two guidelines proposed: concatena-
tion and minification can reduce energy consumption over the mobile client and can increase the battery life duration.
This study also reveals some future work. The literature review shows that many guidelines could improve the energy
efficiency of web pages. This article investigates only two of those, but many others can be investigated that can poten-
tially contribute to sustainability. Our proposed architecture can easily be extended to investigate other techniques and
the methodology used here can easily be facilitated to measure the impact of such other possible techniques.

DATA AVAILABILITY STATEMENT
Our experimental prototype is open-source, and the codes are available in our external online repository at https://github.
com/unluh/transcoding.
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