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ABSTRACT

Sequence diagrams define functional requirements through use cases. However, their visual
form limits their usability in the later stages of the development life cycle. This work proposes
a method to transform sequence diagrams into graph-based event sequence graphs, allowing the
application of graph analysis methods and defining graph-based coverage criteria. This work
explores these newfound abilities in two directions. The first is to use coverage criteria along with
existing tests to measure their coverage levels, providing a metric of how well they address the
scenarios defined in sequence diagrams. The second is to use coverage criteria to automatically
generate effective and efficient acceptance test cases based on the scenarios defined in sequence
diagrams. The transformation method is validated with over eighty non-trivial projects. The
complete method is validated through a non-trivial example. The results show that the test cases
generated with the proposed method are more effective at exposing faults and more efficient in
test input size than user-generated test cases.
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INTRODUCTION

Unified Modelling Language (UML) sequence diagrams graphically describe system component
interactions, arranged in time sequence (OMG Unified Modelling Language, 2017). The
temporal nature of sequence diagrams makes them suitable for capturing functional scenarios.
System components in sequence diagrams can vary from higher-level entities, such as users
and software systems, to lower-level entities, such as individual objects and methods, allowing
the specification of functional scenarios at all levels of design. Although sequence diagrams
are widely used to describe both higher and lower-level functional scenarios, their informal
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and graphical format limits their usability in the software development life cycle. This work
aims to increase their usability by proposing a method to utilize sequence diagrams in test
sequence generation and functional coverage level measurement. A test sequence is an ordered
list of elements, where elements are in the alphabet of the system’s set of states and events.
They are used to express the desired transitions for the system under test. Test sequences are
materialized by test inputs, where a test input is an ordered list of elements from the alphabet
of possible system inputs. For a deterministic system in a given state, application of a test
input results in a certain test sequence.

The proposed method shows that sequence diagrams can be transformed into equivalent
formal and graph-based event sequence graphs (ESGs) (Belli, 2006), and their equivalent
ESGs can be utilized to define formal coverage criteria for testing of functional scenarios and
allow measurement of coverage levels of such criteria. This is one of the novelties presented
in this work; another is the process of test sequence generation to satisfy specific coverage
criteria. The proposed method utilizes existing methods for test sequence generation from
ESGs on a per-sequence diagram approach to achieve a set of efficient and effective test
inputs. For evaluation, the proposed method is applied to the one and only found public
project with UML sequence diagrams and executable acceptance test cases. The novelty of
this work enabled the evaluation to compare the test sequences that are generated by users
to the ones that are automatically generated via a transformation from sequence diagrams
in terms of effectiveness and efficiency.

This paper makes the following contributions: (1) Method — The proposed method transforms
sequence diagrams into equivalent ESGs and utilizes them to define test coverage criteria for functional
scenarios and to measure coverage levels of test inputs for these criteria. Equivalent ESGs are also
used to generate efficient and effective test sequences to satisfy defined coverage criteria. This work
validates the proposed transformation and test sequence generation method on more than 80 public
repositories for a wide range of different types of projects. Additionally, this work compares the test
sequences generated by the proposed method with the ones generated by a user on an existing project,
contemplating its applicability in practice. (2) Tool — Two tools were developed to implement the
method explained in (1). The tools are shared in public repositories.

The first part of the proposed approach, namely the transformation of sequence diagrams
and generation of the test sequences, imposes no requirement on the inputs, other than they
be in the PlantUML syntax (as it is a widely used format). This is further demonstrated by
the newly added validations on over 80 projects. The second part of the approach, namely
the measurement of coverage levels, requires function and class names used in the sequence
diagrams and the code itself to match, to be able to map them accurately. Ideally that should
be the case (as the opposite would imply a mismatch between the design and implementation,
which would result in lower coverage levels); however how well this is followed in industrial
projects is a valid point. The scope of the second part of the approach focuses on function-
call-based coverage criteria (e.g., call coverage or call-pair coverage), as this pairs well with
sequence diagrams using functions as their smallest and fundamental unit (within message
bodies), and with parameter types and values often omitted. In the future, research will extend
the approach with coverage types involving parameter values and perhaps utilizing frame
guard expressions.

The manuscript is organized as follows: Section 2 presents the fundamentals of the concepts used
throughout this work. Section 3 explores the related works in the literature. Section 4 and 5 explain
the proposed method. Section 6 describes the developed software tools implementing the proposed
method. Section 7 tests and evaluates the proposed method. Threats to validity are discussed in Section
8, and Section 9 concludes the paper.
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OVERVIEW

Sequence Diagram

UML sequence diagrams present the dynamic behavior of a system for a single use-case (OMG
Unified Modelling Language, 2017). They provide a visual and easy-to-understand representation
of the described use case. They show the interactions between objects in the order they occur.
Figure 1a depicts a sequence diagram. Every object is represented as a vertical lane, called a lifeline.
Each lifeline’s beginning is labeled with its corresponding object. Interactions between the objects
are shown in the form of solid, horizontal, and directional arrows between objects and are called
messages. Message names are written above the corresponding message arrows. Message arrows
begin at the source object and terminate at the target object. Optionally, responses to messages are
shown as arrows with dashed lines.

The Unified Modelling Language Specification (2023) introduced a new notation element named
frame. Messages in a sequence diagram can be grouped together in frames, as shown in Figure 1b.
Frames are shown as boxes with related messages enclosed in them. The frame’s name is written on
the top left corner of the box. Multiple frames can be nested to represent more complex interactions
increasingly. Sequence diagram specification reserves some frame names to mark frames with special
semantics, such as opt, loop, and alt. These frame types have a guard expression, denoted at the top
right corner of the frame, expressing the condition for which the statements in the frame will occur.
Opt frames have a guard expression, denoted next to the frame’s name. The interactions within the
opt frame will occur only if the guard expression evaluates to true at this point in the interaction.
Like the opt frame, the loop frame also has a guard expression. Interactions within the loop frame
will occur and keep occurring as long as the guard expression evaluates to true. The alt frame has
multiple sections, each with its guard expressions. Only one of the guard expressions within the alt

Figure 1. Sequence diagram and frame
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frame can evaluate to true at a time, and the interactions within the section with its guard expression
evaluating to true will occur. The introduction of frame notation has increased the expressive power
of the sequence diagrams, enabling them to model more complex behaviors.

Event Sequence Graph

Event sequence graphs (ESG) (Belli, 2001) are used to define systems in a simple graph format. ESGs
are directed graphs where each vertex represents an event within the system. An edge from vertex v
to vertex v’ exists if and only if the event v’ can occur following the event v. To mark the entry and
exit vertices of the ESG, two special pseudo-vertex “[”” and “J” are used, where the “[* vertex denotes
the initial state of the system and the “J”” vertex denotes the final state. ESG is a directed graph where
any walk of the graph describes a valid event sequence for the system it models (Belli, 2012). Any
walk starting at the “/” vertex and ending at the “]” vertex is a complete event sequence (Belli, 2006).

To model sub-flows of the system, ESGs can be nested. Instead of representing an event, a vertex
can represent another ESG, dubbed a sub-ESG (Belli, 2005). Once the modeled system reaches the
sub-ESG vertex, sub-ESG assumes the control of the flow, starting from its “/”” vertex. Once the
“J” vertex of the sub-ESG is reached, the control of the flow is transferred back to the parent ESG.

RELATED WORK

Liibke (2006) first introduces a meta-model for UML use cases written in the Cockburn template
(Cockburn, 1998). Then the work proposes a method to transform such UML use cases into event-
driven process chains (EPC) (Aalst, 1999). The proposed method takes multiple UML use cases,
transforms them into multiple EPC fragments, and then merges these fragments into a single EPC
diagram, allowing the representation of a global control flow. The proposed method is implemented
and evaluated on an existing project.

Similarly, Liibke et al. (2008) propose a method to transform sets of UML use cases written in
the Cockburn template into Business Process Modelling Notation (Dijkman et al., 2008).

Gherkin (Gherkin Reference, 2023) is a specification language that is widely used for behavior
driven development. Alferez et al. (2019) propose a method to transform specifications represented
as UML activity diagrams and use case diagrams into Gherkin scenarios. The transformed Gherkin
scenarios are then used as acceptance criteria, bridging the gap between requirements and verification.

Gherkin can also be used to automate the generation of tests. Guiterrez et al. (2017) propose a
method to transform UML use case diagrams into Gherkin scenarios. The proposed method utilizes
the test generation ability of the Gherkin language to generate tests from UML use case diagrams
automatically.

Sarma et al. (2007) propose a method to transform sequence diagrams adhering to the former UML
specification (Roques, 2003), collectively known as the UML 1.x, into a graph-based representation
named Sequence Diagram Graph (SDG). They propose using the transformed SDGs to generate test
sequences satisfying the path-coverage criterion. Similarly, Bernardi et al. (2002) propose a method
to transform UML 1.x sequence diagrams into Petri Nets.

Swain et al. (2010) propose a method to transform sequence diagrams adhering to the UML
specification of 2.0 into concurrent control flow graphs (CCFG). The transformed CCFG is then
used to generate full predicate coverage test sequences.

Jena et al. (2015), Sumalatha and Raju (2013), and Hoseini and Jalili (2014) propose similar
methods to transform sequence diagrams into graph-based intermediate forms. Their methods generate
test sequences for path-coverage and vertex-coverage. Each use genetic algorithms to improve test
sequence efficiency and do not guarantee optimal results. Similarly, Chandnani et al. (2017) transform
sequence diagrams into a graph-based method to generate test sequences for vertex-coverage. Then
they propose to use particle swarm optimization algorithm to improve efficiency, with no guarantee
on optimal results. And finally, Li et al. (2007), Cartaxo et al. (2007), Priya and Malarchelvi (2013),
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Lei and Lin (2008), and Zhang et al. (2016) all similarly propose a method to transform sequence
diagrams into graph-based forms to generate test sequences with no consideration for test sequence
efficiency. For generated test sequences vertex-coverage criterion is satisfied by the method proposed
by Li et al. (2007). The methods proposed by Cartaxo et al. (2007) and Lei and Lin (2008) satisfy
edge-coverage. The methods proposed by Zhang et al. (2016) and Priya and Malarchelvi (2013)
satisfy basic-path coverage.

Mallick et al. (2014) and Khandai et al. (2011) utilize resource dependency graphs and UML
activity diagrams along with sequence diagrams, in order to create test sequences for concurrent
systems. Generated test sequences are able to cover possible deadlock scenarios and satisfy activity-
path coverage criterion.

The novel method presented in this work transforms UML sequence diagrams into an existing
and well-established graph-based representation, namely ESG. Additionally, the proposed method is
able to generate minimal test sequences to satisfy arbitrary-length path coverage criteria. The state-
of-art methods in the literature are able to generate test sequences satisfying a more limited range of
criteria (e.g. vertex or edge coverage), with no guarantees on generated test sequences being minimal.
The proposed method also utilizes the graph representation that is driven from sequence diagrams to
measure coverage levels for acceptance tests. This enables the specifications in the form of sequence
diagrams to be utilized in defining an exit criterion for testing. The proposed transformation method
is also applied to and validated with over 80 real-life and public projects, rather than an example
sequence diagram devised to demonstrate the method. Furthermore, the complete proposed method
is applied to an existing and complete real-life project, proving a unique opportunity to compare test
sequences written by a user and test sequences generated by transforming and analyzing sequence
diagrams in terms of effectiveness and efficiency. Lastly, the presentation of two publicly available
tools, working with widely used input formats, enable industry professionals to apply the proposed
method to their work.

PROPOSED METHOD

The proposed method transforms a UML Sequence Diagram (SD) into an ESG by a series of
transformation rules, enabling coverage-based test sequence generation by ESGs.

For the transformation of a sequence diagram to an equivalent ESG, all sequence diagram elements
other than messages and frames can be ignored. Sequence diagrams have many other elements, such
as activation and lifelines. However, for the purpose of generating test sequences, these elements are
irrelevant, as the only concern is which events may occur and in which order. This simplification
leads to the simplified sequence diagram model shown in Figure 2. Frames consist of other frames
and messages. Three particular types of frames require special treatment, namely opt, alt, and loop
frames. The sequence diagram itself is a frame of the type sd. Messages have two participants: a
source and a target.

Each element of the simplified sequence diagram can be converted into an equivalent ESG
vertex using a set of transformation rules. There are five different transformation rules for successive
messages in a frame, opt frames, alt frames, loop frames and nested frames. The remainder of the
section describes these transformations.

Transformation of Messages in a Frame

Messages in a frame denote an ordered set of events that are permitted to occur one after the other.
Therefore, they can be chained in the same order they appear in the frame to create an event chain.
Each event in the ESG is named with the target of its corresponding message, followed by the
message body, formatted in the object invocation syntax. The first message’s event is connected to
the entry vertex of the ESG, while the last message’s event is connected to the exit vertex. A sample
conversation is presented in Figure 3.
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Figure 2. Simplified sequence diagram meta-model as a class diagram

@Object < Tource @Message’ ‘@Frame ‘
Q

«_target

Figure 3. (a) Frame with four messages and (b) its ESG equivalent
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Transformation of Opt Frame

Opt is a special frame preceded by a guard clause. Its messages are executed only if its guard clause
is satisfied. Messages in the body of an opt frame can be transformed into an ESG segment as
described in Section 4.1, as similarly, body messages denote an ordered set of events that can follow
each other. Opt frame’s ESG equivalent has two paths from start to end vertex. One path for the case
where the guard clause is satisfied and the body of the opt frame is executed. A second path is for
the case where the guard clause is not satisfied, and none of the events in the frame occurs. Figure
4 presents such a transformation.

Transformation of Alt Frame

An alt frame has multiple fragments, each with its own guard clause. Only the fragment whose
guard is true will execute. Its ESG equivalent has as many paths from start to end vertex as there
are fragments. Each path starts with a guard clause, followed by an event chain corresponding to the
messages in the related fragment. Figure 5 shows a sample transformation.
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Figure 4. (a) Opt frame with two messages and (b) its ESG equivalent
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Transformation of Loop Frame

A loop frame’s messages are repeated as long as its guard clause is true. Its ESG equivalent has two
simple paths from start to end vertex: one for the case where the loop guard holds and another for the
case it does not hold. The guard holds event is followed by the messages in the frame’s body. After
the messages, either the messages can be repeated or not, depending on whether or not the guard
holds. Figure 6 shows a sample transformation.

Transformation of Nested Frames

Along with messages, sequence diagram frames can contain other frames. For frames containing
other frames, the inner frames are converted to a single message on the sequence diagram, and to
an associated ESG, following the previously given set of rules. For the transformation of the frame,
all other messages are treated the same for the transformation of the frame. They are represented
by a simple ESG vertex named after the message. The messages representing inner frames are also
represented by a single ESG vertex. Instead of a simple ESG vertex, they are represented by a parent
vertex containing the message’s associated ESG. For multiple nested frames, this rule must be applied
starting from the innermost frame.

Figure 7 shows the transformation for a nested frame. A sequence diagram with an opt frame
nested in a loop frame is shown in (a). The opt frame’s equivalent ESG according to the transformation
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Figure 6. (a) Loop Frame with Two Messages and (b) its ESG Equivalent
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in Section 4.2 is given in (b). After all inner frames are treated, the intermediary sequence diagram
contains only regular messages and messages representing inner frames, as shown in (c). Finally, the

intermediary sequence diagram is transformed into an ESG. The resulting ESG (d) has parent ESG
vertices corresponding to each inner frame.
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A loop frame with a nested opt frame (a), ESG equivalent of the inner opt frame (b), intermediary
sequence diagram with inner frames replaced by messages (c), ESG equivalent of the outer loop
frame. The parent ESG vertex is shown with a darker shade (d).

Repeated application of the above rules, starting from the innermost frames, results in a hierarchy
of ESGs, closely reflecting the hierarchy of its source sequence diagram. The highest level ESG
corresponds to the top-level frame in the sequence diagram. For each frame nested in the outer frame,
its corresponding ESG has a sub-ESG.

The algorithm describing all of the transformations defined in this section is given in Algorithm 1.
The time complexity of this recursive operation can be analyzed as follows. The initial_esg step takes
a constant amount of time for each frame, appending guard statements in a frame-specific manner. The
for loop over the elements of the frame is iterated N times across all recursions, where N is the number
of elements (i.e., messages and other frames) in the frame. The esg.append step within the for loop also
takes a constant time for each element. Combining the expressions for the number of iterations with the
complexity of each iteration yields 6(N)6( 1), simplifying to O(N). The method described in this section
is implemented with Java and provided as a publicly hosted repository (SequenceDiagram2ESG, 2023).

Algorithm 1 shows the process to transform sequence diagram frames with nested frames into
their equivalent ESGs.

Input frame: A sequence diagram frame
Output esg: equivalent of event sequence diagram
procedure TRANSFORM FRAME TO ESG

esg « J

if frame.type € {alt, opt, loop} then // initialize the esg with
esg « initial esg(frame.type) // rules defined in

endif // section 4.2 - 4.4

for element € frame.elements do
if element.is frame() then
sub esg —~ TRANSFORM FRAME TO ESG (element)
esg.append (sub_esq)

else
esg.append (element)
endif
endfor
return esg
endprocedure

FUNCTIONAL COVERAGE LEVEL MEASUREMENT
WITH SEQUENCE DIAGRAMS

Sequence diagrams offer a simple and visual representation to describe system functionality via certain
use cases. Testing activities for verification of such functionalities can be conducted using the sequence
diagram as a reference. However, the informal structure of the sequence diagrams does not allow
defining quantitative coverage criteria, which limits their usability in testing. A sequence diagram offers
numerous (and possibly infinite) paths from which a test execution may choose. In the absence of a
coverage criteria, choosing a set of test paths among the set of all possible paths becomes a tedious and
arbitrary process with no clearly defined goals. The absence of a coverage criteria and its associated
measurable metrics makes it difficult to design tests and measure their effectiveness and efficiency.
ESGs, on the other hand, with their graph-based structure and formal nature, can be used with any
coverage criteria that apply to graphs (Ammann & Offutt, 2016). Therefore, transforming sequence diagrams
to a set of ESGs enables the definition of coverage criteria on a graph representation of functional scenarios.
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As the messages in the sequence diagrams are method calls, the derived ESG vertices are also
labeled by method calls. Applying a coverage criterion on the derived ESGs results in a set of test
requirements in which each element consists of names of method calls. This relation to the code under
test enables automated measurement of coverage levels of a test set by comparing the test requirements
against the actual method invocations during the execution of the test set. For example, vertex-pair
coverage criteria require each reachable path of length 1 to be in test requirements. More formally

TR = {[v,v’] | (v, v’) €EN (m’s reachable)} . Applying vertex-pair coverage to the ESG in Figure

6 results in the test requirements set of:

guardl does not hold, guardl holds, B.messagel( ),
TR = {[, guardl holds, B.messagel( ),A.messageQ( )7A.messag62( ),guardl does not hold,
A.messageQ( ),guardl hold, guardl does not hold

where each member of the set is an ordered pair of method calls.

A single test run with the trace “[, guardl holds, B.messagel(), A.message2, guardl does not
hold, ]” satisfies 5 of the 6 test requirements, resulting in the coverage level of 83%.

For a set of sequence diagrams describing the system’s functionality, the set of test requirements
is the union of the individual test requirement sets belonging to each sequence diagram. In the case of
multiple test runs with different sets of test inputs, if a test requirement is satisfied in any of the test
runs, it is considered to be satisfied. This approach also helps highlight the relevance of each test to
each sequence diagram since it is possible to measure their coverage levels of functional scenarios
individually. The algorithm describing the approach for calculating arbitrary length path coverage
level is given in Algorithm 2.

Algorithm 2 shows the process to measure coverage level for n-length path criterion coverage level.

Input esgs: Set of ESGs describing the system
Input traces: execution traces generated by test runs
Input path length: path length for the coverage criterion
Output covered paths: set of paths from esgs with length = path
length visited in traces
Output not covered paths: set of paths from esgs with length = path
length not visited in traces
procedure CALCULATE N LENGTH PATH COVERAGE
covered paths « O
not covered paths « O
for esg € esgs do
paths < esg.paths with length(path length)
for path € paths do
if traces.contain (path) then
covered paths « covered paths U {path}

else
not covered paths « not covered
paths U {path}
endif
endfor
endfor
return covered paths, not covered paths
endprocedure

10
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The time complexity of this algorithm can be calculated as the following. Calculating the paths
with a given length L for a graph with N vertices takes O(Nt) time with a depth-first search. The
inner for loop will be iterated as many times as there are paths with length L. A graph with N vertices
has k% paths with length L, where k is the average number of edges per vertex. With the proposed
transformation method, all messages in the sequence diagram are connected with a single edge in
the ESG, since they represent a non-conditional and linear flow. Only ESG vertices with more than
one edge are introduced by the frame, where a decision is made due to a guard statement. Therefore,
for an ESG generated from a sequence diagram with M guard statements, there are 2M + N edges,
resulting in an average number of edges per vertex of / + 2M/N. As a result, the inner loop is iterated
(1 + 2M/N)* times. The search for a path with length L in a trace with length T can be done with (L)
+ 0(T) time complexity with Knuth-Morris-Pratt algorithm (Knuth et. al., 1997). This complexity can
be simplified to 6(T), since the T>>L. These terms yield the total time complexity of the iterations as
O(T(1 + 2M/N)*). Combining this with the cost of calculating paths gives the final time complexity
of O(Nt) + O(T(1 + 2M/N)*). While the term N in the denominator may look counter-intuitive,
M, the number of guard statements scales with N. Introducing a new term f as the average number
of messages per frame gives the relation f=N/(2M). This term can be substituted in the previous
expression to give O(Nt) + O(T((1 + 1/f)¥). The relation shows that as the number of messages in
the frame decreases, complexity increases due to a higher number of frames and, consequently, a
higher number of conditional paths.

The method described in this section is implemented with Java and provided as a publicly hosted
repository (ESGCoverageMeasurer, 2023).

As the sequence diagrams can be used to measure functional coverage levels of existing test
inputs, they can also be utilized to create test inputs to satisfy a chosen functional coverage criterion.
Belli and Budnik (2007) proposed a method to generate test sequences to satisfy a coverage criterion
for a system defined in the form of an ESG with the smallest possible number of test statements and
test runs. Even though this approach would still require manual derivation of test inputs that would
trigger the generated test sequences, having a desired test sequence to guide the user would reduce the
complexity of the test input generation. Moreover, as the method in Belli (2006) generates minimal
test sequences, it increases test efficiency both during implementation and execution. Another benefit
of this approach for test input generation is it creates a one-to-one mapping between each functional
scenario in the form of sequence diagrams and test inputs. A short, independent, and highly cohesive
test input is generated for each functional scenario. If one of the functional scenarios changes,
this approach ensures only a single test input needs to be updated to keep the test suite up to date,
increasing its maintainability.

TOOL SUPPORT

Two tools are implemented for the proposed sequence diagram to ESG transformation and the coverage
level measurement of tests on test requirements driven from sequence diagrams.

Transformation rules are implemented using Java and named SequenceDiagram2ESG (2023).
SequenceDiagram2ESG takes a sequence diagram written in the PlantUML syntax as input and
parses it into the simplified sequence diagram model given in Figure 2. Then the sequence diagram
is transformed into its equivalent ESG by the transformation rules of the proposed method. The
PlantUML syntax is chosen due to it being widely in use in the industry. Other forms of sequence
diagrams can be adapted to the tool by rewriting them in the PlantUML syntax, as it imposes no limits
on the sequence diagram specifications given in Unified Modeling Language Reference Manual (OMG
Unified Modeling Language, 2017). Similarly, the presented tool can also be extended to recognize
other sequence diagram forms and syntaxes without further changes to rest of its functionality.

A coverage level measurement tool is implemented in Java and is named ESGCoverageMeasurer
(2023). As input, ESGCoverageMeasurer takes a set of ESGs and a set of event lists, defining walks

1"
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over given ESGs. It then calculates the coverage level of these walks for given ESGs and for any
length path coverage criteria. It is possible to calculate the functional coverage levels by feeding the
ESGCoverageMeasurer the ESGs derived by SequenceDiagram2ESG and the set of method traces from
each test run of the software under consideration. To address sequence diagram and object-oriented
programming-related issues, ESGCoverageMeasurer accepts two optional inputs. Sequence diagrams
may have references to abstract classes or methods. To relate these abstract calls to their concrete
implementations in the trace, the tool has an optional input of a class hierarchy forest, depicting the
inheritances of interest. If the sequence diagram uses object instance names rather than class names
as actors, a second optional input can be provided to relate instance names to class names.

In the event the messages in the sequence diagram denote actual method names within the source
code, ESGCoverageMeasurer can automatically match method calls in the test run’s execution trace
with sequence diagram messages, requiring no change in either sequence diagram or source code. On
the other hand, if the sequence diagram’s messages do not denote method calls and instead denote a
system state or event, it is not possible to directly relate the sequence diagram to the test run trace.
In that case, either the sequence diagram should be modified to include method names, or the source
code should be modified to output print statements at execution points relevant to the system states
or events mentioned in the sequence diagram.

EVALUATION

To evaluate the feasibility of automatically generating ESGs from sequence diagrams, and then use
the generated ESGs as a basis to derive test sequences, the SequenceDiagram2ESG tool has been
validated against 84 publicly available code repositories. The repositories contain sequence diagrams
written in PlantUML (PlantUML Language Reference Guide, 2023) syntax. The sequence diagrams
are fed into the SequenceDiagram2ESG individually in order to transform them into ESGs. Then
the resulting ESGs are given as an input to the esg-engine tool (2023), which produces minimal test
sequences satisfying arbitrary-length path-coverage criteria. The results are summarized in Table
1, and a detailed version is presented in Appendix A. The results show that the average repository
contains more than 10 sequence diagrams and the test sequences to provide vertex-pair coverage would
contain upwards of 200 test statements. The average number of test statements required for 2- and
3-length-path coverage further increase to approximately 256 and 372, respectively. Without the tool’s
assistance, deriving these test statements would have required tedious work with sequence diagrams.
This manual derivation is also prone to producing less efficient test sequences with a higher number
of test statements, as it is not a trivial process for larger sequence diagrams. The generality of the
proposed transformation method and test sequence generation method is demonstrated by applying
the proposed method on 84 arbitrary and public repositories. Their application required no operator
involvement or prerequisite on sequence diagrams, other than they be written in PlantUML syntax.

Table 1. Results summary for test sequence generation from sequence diagrams

Number of tested repositories 84.00
Total number of sequence diagrams 871.00
Average number of sequence diagrams per repository 10.37
Average number of generated test statements for vertex-pair coverage 206.23
Average number of generated test statements for 2-length-path coverage 256.61
Average number of generated test statements for 3-length-path coverage 372.40

Averages are provided on a per-repository basis.
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The tool can be adapted to other available forms of sequence diagrams. The PlantUML syntax was
chosen due to its wide acceptance and abundance of projects using it.

To evaluate the proposed method holistically and to compare generated test sequences with ones
that are created manually, an existing public repository is used (The World, n.d.). The repository
contains a text-based, multiplayer, and turn-based game. The game is written in Java across 34 source
files and 28 Java classes with 1918 lines of code and 211 methods. The repository also contains 23
sequence diagrams written in PlantUML (PlantUML Language Reference Guide, 2023) syntax,
depicting various interactions in the game. Some sequence diagrams contain simple interactions
within a single frame, while others describe more complex interactions spanning several nested
frames. Finally, the repository contains 13 separate acceptance tests in the form of input files to be
fed to the compiled program.

A concrete example of how the proposed method works is depicted in Figure 8. It depicts a single
sequence diagram and a single set of test inputs from the online project and follows the proposed
method’s steps. The sequence diagram given in Figure 8a is taken from the online project. It depicts,
in a high level of abstraction, how each round of the game will work: each Virologist (i.e., the player)
instance will be given their turn, orchestrated by a Controller instance. The sequence diagram, by the
SequenceDiagram2ESG tool, is transformed into an ESG, which is given in Figure 8b.

To measure the functional coverage level of the tests, the ESGCoverageMeasurer tool requires the
transformed ESGs, along with test run traces. In order to obtain these traces, the software is executed
with the test inputs. The tool then compares the test requirements for a given coverage criterion with
the run trace to calculate the coverage level. As an example, for the ESG given in Figure 8b, the
vertex-pair coverage criterion results in the following set of test requirements with 5 vertex-pairs:

TR = {[,Controller.nextRound( %Controller.nextRound( ),],Controller.nextRound( )7

event _ pair

Virologist.myTurn( ),Virologist.myTurn( ),Virologist.myTurn( ),Virologist‘myTurn( ),]}
Assuming the run trace obtained from the executed test is as the following:

,Controller.nextRound( ),Virologist.myTurn( ),...,
RunTrace = . i
Controller.nextRound( ),Vlrologlst.myTurn( )7...,

where the ellipsis represents the occurrence of irrelevant events, functional coverage for the vertex-
pair coverage criterion is measured as 3/5 or 60%, since the trace contains 3 of the 5 elements of the
test requirements set.

Figure 8. (a) Sequence diagram depicting the actions during a flow and (b) its ESG equivalent

Controller.nextRound()

there are players to
iterate on

4.4.2 nextRound/

no more players to iterate
on

Controller c2 Con‘troller v: Virologist

] nextRound(z ]

i il :

| loop [for all players: Player]
myTurn() !

>

Virologist.myTurn()

(a) (b)
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For the ESG given in Figure 8b and coverage criterion of vertex-pair, the esg-engine produces
two complete event sequences:

CES1 = [,Controller.nextRound( ),]

and:

CES, = [,Controller.nextRound()7Virologist.myTurn( ),Virologist.myTurn( ),]]

A set of test inputs can be created to trigger the test sequence CES,. However, due to the game’s
rules, the event sequence of “Controller.nextRound(), | is infeasible since it is impossible to play
the game with no players at the beginning of a turn. This case represents one reason why transformed
ESGs may contain infeasible event sequences. The iteration over the players is represented with a loop
frame, which permits skipping the frame’s contents. However, the business logic does not permit that.

Finally, the software can be executed with the new set of test inputs, and the resulting trace
can be used with the ESGCoverageMeasurer to calculate its coverage level to be 4/5 or 80%. In this
case, 80% coverage is the highest possible coverage level due to one of the five elements in the test
requirements set being infeasible.

Figure 9 depicts the data flow for the process described above. Three artifacts are taken from the
project: source code, set of original test inputs, and sequence diagrams. The source code is compiled
and run against the original set of test inputs to produce a set of test run traces. Sequence diagrams
are converted into ESGs by the SequenceDiagram2ESG tool. The run traces and ESGs are fed to

Figure 9. Data flow for the proposed method
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ESGCoverageMeasurer, along with inheritance info and object instance to class name mappings to
calculate the coverage levels of test inputs on sequence diagrams. The same set of ESGs is used with
the esg-engine tool (2023) to produce a set of complete event sequences. The event sequences are
used as a guide to create a set of test inputs manually. The new set of test inputs is also fed to the
ESGCoverageMeasurer, to obtain the coverage levels for the proposed method.

By applying the above-described method to the entire project, 23 ESGs are obtained by the
proposed sequence diagram transformation via the SequenceDiagram2ESG. The 13 tests are
executed to obtain 13 execution traces. The 23 ESGs and 13 traces from the 13 tests are given to
the ESGCoverageMeasurer tool for calculating the coverage levels. Coverage levels of existing test
inputs are presented in Table 2 for Vertex coverage, Vertex-pair coverage (1-Length path coverage),
and 2-Length path coverage.

Original test inputs hit 95 methods of the 108 methods mentioned in the sequence diagrams.
Even though this corresponds to an 88% vertex coverage, it is observed that the missed methods are
infeasible — either due to their unreachability or due to sequence diagrams referencing non-existing
methods. The coverage level further decreases as the criteria considers longer event tuples. The
decrease in coverage level is observed to be mainly caused by additional infeasible tuples.

Due to these infeasible members of the test requirements set, it is not possible to assess the
effectivity of the original test inputs in isolation since it is not possible to know the coverage level
on the set of feasible test requirements. A meaningful comparison can only be made among different
test inputs for the same system.

A second test input set is created by the proposed method: for each sequence diagram, an
equivalent ESG is generated by the SequenceDiagram2ESG tool. Then test sequences for 2-length
pair coverage are created by the esg-engine tool. Infeasible tuples in the test sequences are detected
and removed manually. A test input is manually created for each of the cleaned test sequences. This
process ensures that the resulting test inputs will have the highest possible coverage levels, as they
satisfy all feasible test requirements. The result is 23 independent test inputs, one for each sequence
diagram. Coverage levels of the test inputs created with the proposed method are given in Table 2.

Comparing the original and proposed test inputs, it is observed that the original test inputs achieved
the highest possible vertex coverage. For the vertex-pair and 2-length path coverage, original test
inputs only miss a single feasible test requirement. However, it is observed that this single missed test
requirement can reveal a fault that can be missed even with perfect vertex coverage. As for efficiency,
the test inputs generated with the proposed method can achieve the same coverage level as the original
test inputs with less than half the number of test statements.

For a project to be a fit for the first part of the evaluation, namely the measurement of coverage
level of existing tests, it should have sequence diagrams written with PlantUML syntax and test
input sets for acceptance tests. To be able to automatically associate test traces with the messages
in the sequence diagram, the messages must be named the same as the method names in the code.
Otherwise, a mapping is needed between messages in the sequence diagram and the methods in the

Table 2. Properties of existing test inputs and the test inputs generated by the proposed method

Original Test Inputs Proposed Test Inputs
Number of Test Runs 13 23
Number of Test Statements 211 97
Vertex Coverage 95/108 (88.0%) 789 (88.0%)
Vertex-pair Coverage 90/125 (72.0%) 123 (72.8%)
2-Length Path Coverage 75/145 (51.7%) 456 (52.4%)
Detected Faults 0 1
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code, which requires expert knowledge on the project. For the second part of the evaluation, the test
inputs to trigger the complete event sequences generated by the proposed method are to be derived.
This, again, requires expert knowledge of the project. To find eligible projects, public repositories
on Github are first automatically filtered by existence of sequence diagrams written with PlantUML
syntax. Then they are manually filtered by checking whether the messages in sequence diagrams
match method names. Finally, they are filtered by checking if they contain executable acceptance
tests. Due to these constraints being satisfied only on a small number of projects and the amount of
effort required to study the project to be able to create a novel set of test inputs with the proposed
method, the method is not evaluated on a second project.

THREATS TO VALIDITY

The main threat to this study’s external validity is that its evaluation is done on a single project.
Evaluation requires a project with existing sequence diagrams and a test suite. Further searches for a
public project satisfying these constraints were unfruitful. Another limiting factor for evaluating more
projects is the effort needed to generate test inputs for the test sequences produced by the proposed
method. The project must be studied extensively to understand the scenarios that can trigger any
given test sequence, along with the deduction of infeasible paths. Nonetheless, it should be noted
that the methods proposed in this work are generalizable and applicable to any UML sequence
diagram conforming to UML standards. Another threat to this work’s validity is the three custom
tools (SequenceDiagram2ESG, 2023; ESGCoverageMeasurer, 2023; esg-engine, 2023) that are
implemented by the research group. Although they have been tested extensively without revealing
any faults, any underlying defects may have an impact on the results presented in this work.

CONCLUSION

This study proposes a method to transform UML sequence diagrams into event sequence graphs (ESG).
With the proposed method, it is possible to measure the functional coverage levels of existing tests.
Transformation to ESG also enables the automatic generation of test sequences for certain coverage
criteria and aids in creating effective, efficient, and maintainable tests.

The proposed transformation and test sequence generation method has been validated with
84 public repositories, which showed that it is applicable to a wide range of projects without any
constraints, and test sequences can be generated without changes to existing sequence diagrams and
without user involvement. The efficiency and effectiveness of the test sequences generated by the
proposed method is evaluated on a public repository. It is shown that the manual generation of test
inputs may lead to reduced coverage levels for more complex coverage criteria, and this may result
in not detecting some faults that should have been revealed with given coverage criteria. It is also
shown that test inputs generated with the proposed methods are more efficient. A higher coverage
level than the original test inputs with 211 statements is achieved with the proposed method with
only 97 statements. Even though the number of test runs is increased from 13 to 23 with the proposed
method, each run contains fewer statements because they address a single use case described with a
single sequence diagram. The evaluation could not be extended to more projects due to its requiring
projects to contain sequence diagrams and a test suite.
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APPENDIX

Table 3. Detailed results for sequencediagram2esg evaluation on public repositories
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https://github.com/telstra/open-kilda 69 123 1914 175 2765 265 4314
https://github.com/Sigmoidal8/Projeto-2-Ano-
ISEP-2020-2021 61 84 1416 86 1452 95 1593
https://github.com/Tschonti/503-service-unavailable 50 88 518 113 728 166 1225
https://github.com/Ochain/gosdk 44 48 436 50 456 54 528
https://github.com/Flank/flank-dashboard 39 53 629 58 675 64 769
https://github.com/IHE/sdpi-fhir 38 68 484 68 520 68 567
htlp§:// ‘github.com/eclipse-tractusx/item-relationship- 28 3 500 44 550 52 783
service
https://github.com/mstable/mStable-process-docs 28 39 860 42 966 47 1093
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documentation
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relationship-service
https://github.com/Click2Cloud/mizar 16 16 99 16 99 16 99
https://github.com/eclipse-dataspaceconnector/ 15 19 180 24 249 30 340
DataSpaceConnector
https://github.com/DavidHartman-Personal/PlantUML- 14 16 162 20 306 20 306
Reference
https://github.com/Checkmk/checkmk 13 13 170 13 170 13 170
https://github.com/wazuh/wazuh 13 33 360 38 448 45 614
https://github.com/nonodev96/THUMDER 12 12 94 12 94 12 94
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https://github.com/nickfox-taterli/arm-trusted-firmware 10 11 169 11 169 11 169
https://github.com/ostelco/ostelco-core 10 11 111 11 111 11 111
https://github.com/aak74/kubernetes-for-beginners 9 9 52 9 52 9 52
https://github.com/nemerosa/ontrack 8 8 78 8 78 8 78
https://github.com/screwdriver-cd/screwdriver 8 9 64 9 64 9 64
https://github.com/1190452/LAPR2 7 10 173 12 223 14 295
https://github.com/jet/equinox 7 14 406 16 461 16 461
https://github.com/Agoric/agoric-sdk 6 6 107 6 107 6 107
https://github.com/alexa/alexa-auto-sdk 6 8 30 6 30 6 30
https://github.com/AYCH-Inc/aych.hyper.tolerant 6 10 474 10 474 10 474
https://github.com/d3sw/conductor 6 9 176 8 175 8 175
https://github.com/internetarchive/iari 6 9 147 12 256 13 314
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Table 3. Continued
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https://github.com/republique-et-canton-de-geneve/ 4 7 56 6 56 7 68
chvote-protocol-poc
https://github.com/TresAmigosSD/SMV 4 4 82 4 82 4 82
https://github.com/UWB-Biocomputing/Graphitti 4 6 157 8 226 8 226
https://github.com/VForWaTer/vforwater-portal 4 11 711 21 2208 32 6606
https://github.com/aim42/htmlSanityCheck 3 8 58 13 102 21 181
https://github.com/akvo/akvo-rsr 3 4 60 4 60 5 83
https://github.com/aws-samples/sagemaker-ssh-helper 3 3 123 3 123 3 123
https://github.com/if-h4102/pld-agile 3 4 84 4 116 3 180
https://github.com/opensearch-project/OpenSearch- 3 3 27 3 27 3 27
Dashboards
https://github.com/umati/TransformationEngine Api 3 3 18 3 18 3 18
https://github.com/uniba-dsg/betsy 3 3 20 3 20 3 20
https://github.com/cloudfoundry-community/ 5 5 35 5 35 5 35
gautocloud
https://github.com/fp7-netide/Engine 2 3 53 3 53 4 66
https://github.com/hashgraph/hedera-mirror-node 2 2 28 2 28 2 28
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https://github.com/kaltura/player-sdk-native-android 2 2 25 2 25 2 25
https://github.com/OpenFunction/functions-framework- 5 3 51 3 51 3 51
python-gcp
https://github.com/sagikazarmark/temporal-intro- 5 3 2 5 2 5 2
workshop
https://github.com/Telenav/kivakit 2 3 15 3 15 3 15
https://gllh}lb.com/tlodderstedt/opemd»connect-4» 5 5 17 3 27 3 27
credential-issuance
https://github.com/v8platform/protos 2 3 56 7 142 13 294
https://github.com/videojs/http-streaming 2 4 77 4 71 5 109
https://github.com/xuanye/plantuml-style-c4 2 4 19 5 25 6 32
https://github.com/ycc140/fastapi_messaging 2 2 97 2 97 2 97
https://github.com/asynkron/protoactor-go 1 2 12 2 12 2 12
https://github.com/baloo/cargo-readme 1 2 56 2 56 2 56
https://github.com/Bannerlord-Coop-Team/ 1 3 3 3 39 3 39
BannerlordCoop
https://github.com/Cerulean-Circle-GmbH/once.sh 1 1 327 1 327 1 327
https://github.com/eyebluecn/smart-classroom-misc 1 2 41 2 41 2 41
https://github.com/Jason7jl/
SustainabilityShipmentService ! 2 2 4 » 4 4
https://github.com/LemADEC/WarpDrive 1 2 16 3 23 4 32
https://github.com/mimblewimble/grin-wallet 1 1 17 1 17 1 17
https://github.com/PelionloT/java-coap 1 2 32 2 32 2 32
https://github.com/SiliconLabs/UnifySDK 1 1 12 1 12 1 12
https://github.com/SvenskaSpel/locust-swarm 1 1 6 1 6 1 6
https://github.com/taosdata/taosadapter 1 2 78 2 78 2 78
https://github.com/w3c/webpayments-flows 1 1 10 1 10 1 10
https://github.com/xnuter/http-tunnel 1 1 8 1 8 1 8
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