
Vol.:(0123456789)1 3

Software and Systems Modeling (2021) 20:447–467 
https://doi.org/10.1007/s10270-020-00810-9

REGULAR PAPER

Modeling cultures of the embedded software industry: feedback 
from the field

Deniz Akdur1,2   · Bilge Say3   · Onur Demirörs4 

Received: 25 January 2019 / Revised: 29 April 2020 / Accepted: 30 May 2020 / Published online: 25 June 2020 
© Springer-Verlag GmbH Germany, part of Springer Nature 2020

Abstract
Engineering of modern embedded systems requires complex technical, managerial and operational processes. To cope with 
the complexity, modeling is a commonly used approach in the embedded software industry. The modeling approaches in 
embedded software vary since the characteristics of modeling such as purpose, medium type and life cycle phase differ 
among systems and industrial sectors. The objective of this paper is to detail the use of a characterization model MAPforES 
(“Modeling Approach Patterns for Embedded Software”). This paper presents the results of applying MAPforES in multiple 
case studies. The applications are performed in three sectors of the embedded software industry: defense and aerospace, 
automotive and transportation, and consumer electronics. A series of both structured and semi-structured interviews with 35 
embedded software professionals were conducted as part of the case studies. The characterization model was successfully 
applied to these cases. The results show that identifying individual patterns provides insight for improving both individual 
behavior and the behavior of projects and organizations.

Keywords  Software modeling · Embedded software · Modeling patterns and cultures · Characterization model · Case study

1  Introduction

Analysis, design, implementation and testing of software for 
modern embedded systems are constrained across different 
dimensions of performance and quality [1, 2]. Moreover, 
the increasing number of system components with different 
functionalities incorporated into a single system requires 
seamless integration of many hardware and software 

systems, which makes the development of embedded soft-
ware more challenging [3]. Software modeling enables prac-
titioners to manage system complexity by helping engineers 
work at higher levels of abstraction. It also facilitates com-
munication [4, 5].

The modeling approaches in embedded software vary 
depending on many factors, including purpose, life cycle 
phases, roles and sector [6]. At one extreme, some stake-
holders (e.g., project managers or systems engineers) use 
software modeling informally. In this approach, diagrams 
sketched on paper are used for purposes of communication. 
In such cases, the emphasis is on communication rather than 
formal specification. These diagrams may be either dis-
carded or become inaccurate since they are not kept along 
with the source code up to date [7]. At the other extreme, a 
model may be transformed into a program using automated 
generation of code from models. In such cases, the models 
have a longer lifespan and should be archived. It is also fre-
quently observed that different departments within the same 
company might use different modeling approaches for differ-
ent purposes in different phases of the software development 
life cycle (SDLC) [8].

For software teams in an embedded software development 
project, deciding when to model, at what level of abstraction 
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and with how much modeling rigor1 are challenging and 
frequently asked questions. Moreover, different modeling 
stakeholders might spend time and money to investigate dif-
ferent modeling practices that present choices in modeling 
processes, notations and modeling tools. Hence, projects 
frequently waste resources while trying out unfit or not 
yet mature modeling practices, which potentially increases 
costs.

The current literature lacks an approach that provides 
systematic modeling guidance for different stakeholders 
in embedded software development projects. Our view is 
that there is a need to identify the relations between the 
characteristics of modeling (e.g., modeling rigor, purpose, 
medium type used and SDLC phase) to fill this gap. Once 
these relations are known, a potential approach to address 
this gap is to identify, define and use “modeling patterns 
and cultures.” Such an approach is analogous to the charac-
terization model, defined and tailored for Software Process 
Improvement (SPI) (e.g., Software Sub-Cultures [9]). We 
propose a “characterization model,” which describes how 
software modeling characteristics in an embedded software 
development project can assist stakeholders in identifying a 
suitable modeling approach based on these characteristics. 
The characterization model may also allow a stakeholder 
to compare and contrast their modeling approach with the 
approaches of other embedded software professionals with 
the similar profiles (e.g., role, industrial sector).

Accordingly, we identify and define modeling patterns 
and cultures in the embedded software industry using a char-
acterization model called MAPforES (Modeling Approach 
Patterns for Embedded Software). The model enables a 
stakeholder to identify a commonsense modeling approach, 
by utilizing the modeling community’s experiences. This 
characterization model not only identifies patterns and cul-
tures of the modeling stakeholder, but also guides process 
and tool improvements for modeling by describing a set of 
commonsense industrial practices in embedded software 
development [10].

The objective of this paper is to report the results of 
applying our characterization model in different settings. 
The empirical study reported here is based on three case 
studies. In the case studies, we applied the model and con-
ducted a series of both structured and semi-structured inter-
views. The conducted case studies operate in different sec-
tors of the embedded software industry. The first study took 
place in a defense and aerospace organization, which is a 
global provider of advanced radar systems. The second study 
took place in an automotive and transportation organization, 

which develops components for railways and roads. Finally, 
the third study took place in a consumer electronics organi-
zation, which focuses on TV products. The case studies took 
place over two months and involved 35 embedded software 
professionals with different software engineering (SE) roles 
(e.g., from software developer to tester and systems engineer 
to project manager).

The remainder of this paper is organized as follows: 
Sect. 2 presents background information by summarizing 
the existing literature on software modeling patterns and by 
introducing the characterization model. Section 3 discusses 
the application of MAPforES by presenting our research pro-
cess, findings and the potential threats to the studies’ valid-
ity. Finally, Sect. 4 presents an overall conclusion and states 
future work directions.

2 � Background

This section first summarizes the existing literature on soft-
ware modeling patterns and categories. Then, as a precursor 
to its application, we introduce our characterization model.

2.1 � Existing literature on software modeling 
patterns

Different definitions of “pattern” appear in the literature. It 
is defined as a “consistent and recurring characteristic that 
helps in the identification of a phenomenon or problem” 
[11]. In the software engineering literature, the “pattern” 
concept refers to proven solutions to recurrent design chal-
lenges, e.g., “software design patterns” [12, 13]. In contrast, 
Weinberg defines “culture” as a shared set of beliefs and 
goals, which shapes behaviors and activities [9]. In this 
study, a “modeling pattern” consists of specific characteris-
tics of modeling (e.g., purpose, medium type used, modeling 
language type, SDLC phase, etc.), which helps identify the 
stakeholder’s modeling practices, whereas a “modeling cul-
ture” is viewed as a particular group of “modeling patterns” 
and consists of frequently observed grouping of these char-
acteristics in practice.

Software Process Improvement maturity models such as 
Capability Maturity Model Integration (CMMI) and Soft-
ware Process Improvement and Capability dEtermination 
(SPICE) are based on similar underlying concepts that focus 
on organizational change [14, 15]. These models, however, 
do not directly provide an evaluation of modeling charac-
teristics, and they target organizations, not individuals, for 
improvement.

In the literature, there are few research studies on the 
modeling patterns and categories. Kleppe, Warmer and Bast 
classify modeling usage as maturity levels by focusing on 
one characteristic of modeling (i.e., “modeling formality”) 

1  Modeling rigor is the formality of modeling language (e.g., infor-
mal or formalized), which affects software modeling usage in varying 
degrees.
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[16]. According to Kleppe et al., there are six Modeling 
Maturity Levels (MMLs) in software development projects; 
in each there are different types of modeling usage based on 
“modeling rigor.” However, our empirical evidence shows 
that different characteristics of the modeling process need 
not force modeling stakeholders raise the maturity level 
based on a single dimension such as rigor. Instead, different 
modeling characteristics (such as purpose or SDLC phase) 
are related to different notations, tasks and roles.

In the second study, Petre focused solely on Unified 
Modeling Language (UML) usage categories for software 
developers [17]. The results showed that there are differ-
ent models of what “using UML” means in practice. Five 
categories were identified ranging from “No UML use” to 
“Wholehearted use.” In addition, they found that top-down 
UML usage is organizational (e.g., tools and culture change) 
and deeply embedded in all phases of the SDLC. According 
to the results, the majority of those interviewed in the study 
do not use UML at all (i.e., 70%), and those who do, use 
UML selectively and often informally (i.e., 22%) [17]. How-
ever, in embedded software development, many stakeholders 
(e.g., from software developer to tester and systems engineer 
to project manager) use Domain-Specific Languages (DSL), 
which are claimed to have more potential for model-driven 
development (MDD) and model-driven engineering (MDE) 
than UML, since UML, a graphical modeling language, is 
designed for documentation—not for implementation [18].

To summarize, no study exists that assigns modeling 
patterns of individuals and/or projects multiple dimensions 
independent of modeling notations. MAPforES was devel-
oped to satisfy this need. It is a complementary approach to 
organizational Software Process Improvement approaches 
and enables commonsense modeling approaches at all levels, 
individual, project and organization.

2.2 � Overview of the characterization model: 
MAPforES

The MAPforES model describes software modeling char-
acteristics for embedded software development. The char-
acteristics include attributes such as “purpose,” “medium 
type,” “archivability,” “modeling language, if any,” “SDLC 
phase” and are organized into modeling approach patterns 
and cultures. MAPforES defines the characteristics in an 
embedded software development project and helps modeling 
stakeholders select a suitable modeling approach. It also 
allows a stakeholder to compare and contrast how he or she 
uses models with how embedded software professionals with 
similar profiles (e.g., role, industrial sector) use models [10]. 
The construction of the MAPforES model is described next.

The MAPforES model was constructed in a three-phase 
study. As a first step, a global survey was conducted to 
understand the state of practice of modeling in the embedded 

software industry [19]. The survey showed that embedded 
software professionals use modeling approaches to varying 
degrees (e.g., either as an informal sketch or a formalized 
model) with different modeling characteristics in different 
embedded software development projects. Based on the 
results of the survey [20, 21], the relations between mod-
eling characteristics were investigated [6], and the prelimi-
nary version of the modeling approach pattern set was cre-
ated [22]. Since some hidden patterns2 might emerge, which 
could not be found out from an analysis of survey data, there 
was a need to validate and improve this preliminary version. 
Then, a series of semi-structured interviews were conducted 
over 8 months with 53 embedded software professionals 
across a variety of target industrial sectors and roles [23]. 
As a result, the number of patterns was increased to 12, as 
shown in Table 1.

After defining modeling approach patterns, six modeling 
cultures in embedded software development projects were 
identified: None, Performed, Formalized, Archived, Pre-
scripted and Auto-generated [10]. Thus, a modeling culture 
(i.e., a particular group of modeling approach patterns) con-
sists of different characteristics of software modeling. In this 
categorization, a “higher” culture can use the characteristics 
of the “lower” cultures, and the modeling stakeholder might, 
if necessary, apply the modeling practices of the stakehold-
ers’ lower-level patterns, but not vice versa. For example, 
a modeling stakeholder, who is at pattern 3.3, can use a 
medium type such as paper along with digital ones (e.g., 
modeling tools on a personal computer (PC)), and sketches 
without any modeling rigor as if being at pattern 1.1. There-
fore, a “higher” culture does not necessarily entail a more 
“correct” or more “mature” use of modeling although a 
change to a “higher” culture might allow the stakeholder 
to more effectively use software modeling with possibly 
some extra costs and challenges. Since the cultures shown 
are based on all modeling characteristics of the individual 
stakeholder (e.g., purpose, task/responsibility, SDLC phase, 
etc.), this approach also differs from maturity models based 
on organizational concepts such as MML (Sect. 2.1) since 
it focuses on individual practices. For more details on the 
derived cultures, see [10].

After identifying the patterns and cultures with their charac-
teristics, we started to create MAPforES. The characterization 
model has two main components: (1) the decision tree, which 
helps the stakeholder walk through the stakeholder’s pattern 
and culture, and (2) the recommendation component, which 

2  “Hidden patterns” are the patterns of the participants, who do not 
know exactly their software modeling characteristics (especially their 
modeling rigor); hence their modeling patterns could not be identi-
fied by only survey data analysis. These participants are unaware as to 
whether they use software modeling or MDE (e.g., unaware of mod-
eling or unaware of MDE as depicted in Table 1).
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Table 1   Modeling approach patterns

“With DSL-like” means that the modeling language set of the stakeholder includes any kind of Domain-Specific Language (DSL) (e.g., any DSL 
[provided by tool provider or their own design] such as AUTOSAR, AADL, EAST-ADL or any UML profiles, which provides a generic exten-
sion mechanism for customizing UML diagrams such as MARTE, SysML, SoaML, any BPML or MATLAB Modeling Utilities, etc.)
As terminology, “bad experienced” pattern indicates the embedded software professionals, who don’t use any kind of modeling due to disap-
pointing and insufficient experiences of software modeling

Main pattern Modeling approach patterns

Model driven 3.3 With DSL-like Purpose of the modeling includes “code generation” or “test case generation 
(e.g., model-based testing (MBT))”3.2 Without DSL-like

3.1 Limited Only with “documentation generation,” “model simulation” or “model to model 
transformation” purpose

3.x Unaware of MDE Purpose of the modeling includes any MDE-specific purpose, but the stake-
holder is unaware of MDE usage

Model based 2.2 Prescriptive SDLC phase where modeling is used includes “implementation” or “testing”
2.1 Descriptive SDLC phase does not include “implementation or testing”

Sketching 1.3 Archived Purpose of the modeling includes “documenting analysis and design”
Media type used: “analog media” such as paper/whiteboard used more often 

than “digital media”
1.2 Selective Casually and informally with some formalized modeling language (most prob-

ably, UML elements)
Modeling Language set includes sketch and any formalized modeling language 

(e.g., UML or DSL-like)
1.1 Ad hoc Purpose of the modeling includes only “understanding” or “communication”

Only pen and paper/free format (e.g., without any formalized modeling lan-
guage, e.g., UML)

Medium type used while modeling is only paper or whiteboard
1.x Unaware of modeling The stakeholder is unaware of modeling although there is some kind of mod-

eling (especially sketching)
None 0.1 Bad experienced Not using any modeling approach

0.0 Not experienced

describes what stakeholders with similar profiles in the embed-
ded domain are doing while modeling. During this creation 
process, we first derived a decision tree mechanism, excluding 
“hidden patterns” ([10] for a detailed derivation of the tree). 
Feedback from 14 expert software professionals was analyzed 
prior to finalizing the decision tree. Accordingly, first, MAP-
forES takes the modeling characteristics of the stakeholder as 
input. Depending on these characteristics, the current modeling 
pattern and culture are identified. Moreover, based on these 
characteristics, MAPforES presents what other stakeholders 
with similar profiles are doing while modeling as a set of com-
monsense industrial practices (the data used here were from 
the database constructed with survey data and with findings 
of semi-structured interviews [24]). By comparing the similar 
profiles in the database with her or his input, the stakeholder 
learns what their competitors do in similar situations. During 
this process, the stakeholder gets answers to strategically impor-
tant questions such as the necessary modeling approaches, 
languages, tools, etc. [10]. Therefore, besides identifying and 
defining the current pattern and culture, MAPforES captures 
widespread modeling practices in the embedded software 
industry and refers to them as commonsense practices.

The application of the characterization model, the main 
objective of this study, is presented next.

3 � Application of MAPforES

In this section, we describe the research methodology as well 
as the potential threats to validity and discuss our findings. 
To determine the benefits of MAPforES model in practice, 
we performed three case studies in two different companies. 
One company includes two different organizations, each 
operating in a different subsector of the embedded software 
industry. Most data were gathered in applying the model 
and by conducting a series of structured and semi-structured 
one-to-one interviews to capture detailed context informa-
tion and observations. The interviews were conducted over 
2 months with 35 embedded software professionals. The first 
section describes the research methodology, and the second 
presents the research process and findings. The data for each 
case study with participants’ answers are available in [25], 
which includes the actual documents and all other collected 
evidence.
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3.1 � Research methodology

The research methodology undertaken in the case studies 
provides triangulation of both quantitative and qualita-
tive data in accordance with empirical research principles 
[26–29].

The goal of these case studies is to apply and evaluate the 
usefulness of the MAPforES model by identifying stake-
holder’s modeling processes and commonsense practices 
of embedded software development in different industrial 
sectors. “Applying” the MAPforES model refers to the 
actual methodology used to carry out the case studies, that 
is, the characterization of each relevant individual’s mod-
eling experience with respect to MAPforES using a series of 
meetings, questionnaires and interviews in an organization 
developing embedded software. This process makes each 
modeling stakeholder aware of where she or he stands in 
terms of the MAPforES and what else exists in MAPforES 
that might have possible benefits.

The interviewer acts as an evaluator, who analyzes the 
participants’ modeling characteristics and derived recom-
mendations (e.g., commonsense and popular modeling prac-
tices like languages, tools, etc.) based on matching demo-
graphics. Based on the above goal, the following research 
questions (RQs) are raised to test the hypotheses in practice:

RQ1 In what ways does MAPforES reflect or fail to reflect 
a stakeholder’s current modeling pattern and culture?
RQ2 How does the stakeholder evaluate MAPforES’s 
usefulness and conceptual insightfulness?

To address these RQs, an evaluation form (Appendix of 
[10]) is used to evaluate the result of the model based on a 
set of validation criteria [30].

3.2 � Research process

The following main phases are applied and explained in 
more detail in the corresponding sections shown in Table 2.

3.2.1 � Design

The case study protocol is “flexible” since it includes both 
structured and semi-structured parts [28]. We use inter-
views as a main source of evidence for two reasons: (1) to 
observe stakeholder’s demographics and modeling prac-
tices to understand the characteristics of software modeling 
(i.e., the structured part) and (2) to understand the personal 
experience of stakeholders and confirm them by face-to-face 
in-depth analysis and by direct observations (i.e., the semi-
structured part).

To prevent misinterpretation during data collection, a 
presentation on the MAPforES model was given on-site as 

the first step of the study. The presentation included informa-
tion about the study, the model and the terminology used. 
In compliance with multiple case study methodology in 
industry [31], we used several sources of data, created a case 
study database and validated our data as explained below.

Questionnaires were created and used for the structured 
part of the research. Before the company visits, the data to 
be gathered are summarized on a questionnaire (Appendix of 
[10]) and a set of “evaluator notes” are prepared. The ques-
tionnaire is filled out after the first round of the interview. 
The evaluator takes notes on all given responses. Thus, the 
interview elicits both closed-ended and open-ended answers. 
During the first round of the interview, the questionnaire 
obtains all necessary inputs to MAPforES by eliciting nec-
essary modeling characteristics such as purpose, medium 
type, modeling language, SDLC phase and stakeholder pro-
file (e.g., university degree, role, target sector of the product) 
[10]. The participant answers this first part without any inter-
action with the evaluator. During the second part, which is 
conducted face to face, the responses of each participant to 
the questionnaire are checked to identify any misunderstand-
ing or any missing critical information (e.g., wrong data for 
modeling practices caused by “unawareness” of modeling 
characteristics). The plan is to complete the interview pro-
cess (e.g., data collection) during the first 2 days on the site.

After data collection, all answers are analyzed and MAP-
forES is applied to the participant’s characteristics of soft-
ware modeling. After this stage, the evaluator sends two 
forms to the participants via email. The first form sum-
marizes the interview results (Appendix of [10], evaluator 
notes), and the second form is used to evaluate the model’s 
usefulness to each participant (Appendix of [10], evalua-
tion form). The evaluation form is based on the evaluation 
criteria given in Table 3, which was adopted from [30, 32]. 
This evaluation form, which contains five RQs, is shown in 
Table 4.

The last day on the site starts with a face-to-face meet-
ing with the participants, who want to elaborate on the 
results of the model and suggestions sent by email. The 
availability of such an interview slot is announced to 
all participants and is performed optionally upon their 
request. After this session, all participants are gathered 
together in the meeting room for the closing meeting. 
In that session, all general results on the charts, which 
include all participants’ modeling patterns and cultures, 
with general recommendations (e.g., the set of common 
industrial practices), are presented. The agenda template 
for these activities is presented in Table 5.

3.2.2 � Selecting the cases and data

Our plan was to organize the data based on different 
target domains (e.g., consumer electronics, defense and 
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aerospace), different business models (e.g., market or con-
tract driven) and different customers (e.g., private, public, 
internal) [28]. Therefore, based on differences instead of 
similarities, we selected our three cases and the data in 
Table 6. Notice that the participants in each case study 
work in the same software development project but have 
different software engineering roles.

Org 1 and Org 2 operate independently but within the 
umbrella of a larger organization in the same company, 
whose product portfolio includes radar and electronic 
warfare systems, weapon systems, air defense and missile 
systems, transportation, traffic and automation. The total 
number of employees working in research and development 
(R&D) engineering roles in this company is more than 3500. 
Org1 and Org2 develop products with state of the art soft-
ware development techniques like agile methods, software 

product lines and reusable components. These organizations 
have been assessed to be at CMMI level 3.

Org 1 is a global provider of advanced radar systems serv-
ing both military and civilian markets. For this study, a radar 
software project was chosen for Case Study A (e.g., from 
defense and aerospace target sector). The size of a typical 
software development team in Org 1, which includes dif-
ferent software engineering roles, is 15–25 people. In Case 
Study A, 17 participants were interviewed. The participants 
covered all roles used in this project.

The second case study, Case Study B, included partici-
pants from the same organization, but from a different tar-
get sector: automotive and transportation. Org 2 designs, 
develops and builds custom solutions, subsystems and criti-
cal components for the mobility of vehicles on railways, 
roads and public networks. The size of a typical software 

Table 2   Multiple case study research process

According to [27] According to [28] In this study

Design Find/develop theory High-level design
Goal, RQs and model

Section 3.1 & theo-
retical framework and 
findings

Design data collection process Detailed design
Preparation for data collection

Section 3.2.1

Select cases Section 3.2.2
Plan, collect Conduct case study Plan

Data collection
Section 3.2.3

Analyze, report Analysis/modify the model, if necessary Section 3.3
Reporting

Table 3   Validation criteria used in the evaluation strategy

Result validation “This criterion investigates the opinion of the potential stakeholders about the model.” Does the model produce 
expected and relevant results? It is concerned with the quality of the model with respect to its benefits

Utility validation “This criterion investigates whether the model is useful.” Does the model produce helpful results so that the model 
becomes useful?

Comparison validation “This criterion investigates whether the model provides new insight and is better than what was available before.” It is 
related to comparing with alternative approaches (if any)

Table 4   Evaluation questions to achieve validation criteria

# Question Addressed RQ Validation

1 When you think about the presentation about “modeling patterns and cultures of embedded software 
development project,” does the model really reflect your current modeling pattern and culture? Did this 
model produce expected and relevant results for you?

RQ1 Result

2 Do you think that the model is helpful? Please elaborate your answer RQ1 and RQ2 Result and utility
3 Have you ever experienced or used such a model before? Do you think that this model is better than what 

was available before? Please elaborate your answer
RQ2 Comparison

4 Do you think that learning what your competitors (e.g., similar demographics) are doing while modeling 
might affect your future modeling practices? Please elaborate your answer

RQ2 Utility

5 Do you think that the recommendations, which the model gave you, are useful or not? Please elaborate 
your answer

RQ2 Utility
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development team in Org 2 is 5–10 people, and our case 
study (i.e., bus software application project) includes 10 
practitioners, who covered all software engineering roles 
in the project. As stated above, both Case Studies A and B 
belong at the same company, but with different target sec-
tors, a different business model, and different software mod-
eling approaches and practices.

Org 3, a subgroup of one of the largest manufacturing 
companies in Turkey, operates in the consumer electron-
ics sector and is a member of a consortium for several 

international R&D projects. The number of employees work-
ing in R&D roles in this company is about 800. For this 
study, a TV software project, which produced one of the 
Org 3’s well-known products, was chosen for Case Study C. 
The size of a typical software development team in Org 3 is 
5–10 people. In Case Study C, eight participants were inter-
viewed, which covered all software engineering roles in the 
project. This software group’s main specialty is developing 
innovative and popular products using agile programming.

Table 5   Agenda for data collection, analysis and reporting process on the organization visit

2 days ~ 1 h Acquaintance and give a presentation about MAPforES and terminology used
~ 30 min Give the questionnaire separately, let them answer this structured part individually, 

but after completion do not collect the forms
~ *hours (30 min per participant) Collect the forms by validating/confirming what each 

participant gives as answers in the questionnaire.
Take notes in the questionnaire form, collect evidence
(In this semi-structured part, direct observations and improvization play a critical role)

*For case study A: (17 participants) → 8,5 h
 For case study B: (10 participants) → 5 h
 For case study C: (8 participants) → 4 h

Break
Aim Analyze the answers, evaluate them and apply the model
Subtask1 Investigate the actual modeling pattern and culture of the stakeholder (via observation and interview) and according to the model (via 

model inputs)
Subtask2 Present what the stakeholders with similar profiles are doing while modeling
Subtask3 Give recommendations for commonsense modeling practices
Subtask4 Email the results and evaluation form to the participants to evaluate the model

3rd day ~ 2 h Interview with the participants, who want to meet individually about the results
~ 2 h Show the general results on the chart. Repeat validatory questions about the model and 

make them elaborate their answers for both individual and project results
~ 10 min Thank the participants and complete the session

Table 6   Case and data selection in multiple case study

Case Organization Target sector Project type Business model/customer Interviewee size (software 
project team distribution)

A Org1 Defense & aerospace Radar software Contract driven/public & 
private

17 10 software developers | 
designers | architects

3 software testers
2 systems engineers
1 project manager
1 quality assurance engineer

B Org2 Automotive & transportation Bus software application Contract-driven market/pub-
lic & private

10 6 software developers | 
designers | architects

2 software testers
1 systems engineer
1 project manager

C Org3 Consumer electronics TV software Market/private 8 5 software developers | 
designers | architects

2 software testers
1 project manager
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3.2.3 � Collecting evidence

The agenda template (Table 5) was applied in all three case 
studies. First, to introduce MAPforES, a presentation on 
“Modeling approach patterns and cultures of embedded soft-
ware development projects” was given to all participants. 
Moreover, the evaluator informed all interviewees about the 
research before the interviews to obtain initial trust and to 
avoid unethical issues such as disclosing possible industrial 
secrets. This session took approximately 1 h 15 min and 
included a question and answer session.

Then, the questionnaire, the main data source for the first 
part of the interview, was distributed to the participants to 
obtain individual answers. The participants filled out the 
questionnaire alone, which took about 30 min. Then, one 
by one, the semi-structured, face-to-face part of this study 
was carried out. The aim of this session was to validate the 
participants’ answers. To increase data consistency, besides 
the interviews, any extra source of information about mod-
eling practices (e.g., any written material, medium used) is 
analyzed during this process. Direct observation of modeling 
practices also helped us understand a participant’s daily use 
of modeling and to capture the details, which were not taken 
or clarified in the first round. Note that the interviews were 
performed without any voice recorder since there are some 
confidentiality regulations for Org 1 and Org 2; nor did the 
participants in Org 3 want a data recorder used. However, 
during this session, the evaluator took notes on the question-
naire to collect evidence and detected some hidden charac-
teristics such as Domain-Specific Language (DSL) usage or 
sketching as ad hoc ([25] for the evaluator notes on the origi-
nal questionnaire). Thus, several sources and cross-checking 
these data with the questionnaire (e.g., what the evaluator 
observed and learned during this semi-structured session) 
compensated for the lack of voice recording, thus improving 
the studies’ conclusions.

For Case Study A, the first case study, after the analysis 
of collected data and reporting the results, the evaluator sent 
the evaluation form (Appendix of [10]) to participants to 
evaluate the model usefulness. In the email, which gave the 
results (e.g., the identification of modeling patterns and cul-
tures and the suggestions), the participants were asked to fill 
out these forms before the closing meeting. However, since 
not all participants completed this form before the session, in 
the second and third case studies, besides sending the form 
in the results email, these forms were distributed in hard 
copy after the completion of the interview. Therefore, the 
evaluation form distribution and collection procedure varied: 
The majority of the participants (i.e., 72%) completed the 
forms with their handwriting (e.g., manually) and then sub-
mitted them before the closing meeting. Five of them (i.e., 
14%) completed the forms online and sent them to the evalu-
ator via email before the closing meeting. A minority of the 

participants (i.e., 14%), who did not have enough time to 
complete the forms until the closing meeting, evaluated the 
model during the closing session. However, this difference 
did not affect the overall evaluation for these participants 
since they elaborated on their answers based on results sent 
via email during the closing meetings.

The analyses were performed on all collected evidence 
([25]) during the break session before the closing meeting 
(for Case Study A, it took 2 days, for the other case studies, 
it took 1 day). During the analysis, MAPforES was applied 
with the modeling stakeholder’s characteristics to identify 
the modeling patterns and cultures both from the interview 
and from the observations and also according to what the 
model predicted. Moreover, by querying these character-
istics in the database constructed by survey and interview 
results, MAPforES presented what practitioners with the 
similar demographics do in commonsense industrial mod-
eling practices (for example, based on their role, the target 
sector, project size, etc., MAPforES increased the awareness 
of commonsense practices, such as the modeling languages 
specific to the target sector, e.g., Architecture Analysis and 
Design Language (AADL), Markov Chain Modeling Lan-
guage, etc.) [10].

3.3 � Results and discussion

In this section, we first provide the results of the case studies. 
Next, we provide the participants’ feedback on MAPforES 
and lessons learned from the results.

3.3.1 � Results

In the following tables, all three case study results are pre-
sented in individual tables, in which the “unaware”3 partici-
pants of modeling or MDE are also presented. The follow-
ing tables are arranged and sorted according to descending 
values of modeling patterns in the “Modeling Pattern 
According to Model” column (e.g., 3.3, 3.2, 3.1 → 2.2, 2.1, 
etc.) so the way modeling languages (e.g., DSL, UML and 
sketches) are grouped is clear. However, online versions of 
these tables, in which other attributes can be chosen as sort-
ing/filtering criteria to observe distributions of the rest, are 
also available [33] (Note that the abbreviations used in the 
tables are given in Table 7).

The results of Case Study A are depicted in Table 8.
The results show that there is a difference in mod-

eling approach patterns for different project and software 

3  As terminology, “unaware” patterns indicate the embedded soft-
ware professionals, who do not know exactly their software modeling 
characteristics (especially their modeling rigor); in fact, they are “hid-
den patterns,” which could not be identified by only quantitative data 
analysis.
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engineering roles (This was expected and is consistent with 
the results of earlier studies [19, 23]); however, it is also 
shown that this difference is related to the tasks and respon-
sibilities of modeling stakeholder and her/his formal educa-
tion (e.g., university degree). We present different profile 
details from different modeling approach patterns observed 
in Case Study A to support this conclusion.

Participant#11 tests the UI (User Interface) modules of 
the radar software project and mainly writes UI test simula-
tors in Java or C++. He described the developed simula-
tors as “low” in terms of hardware closeness.4 He has also 
used their own MDE tool (which is based on their own 
DSL design) to generate test cases as model-based testing 
(MBT). Therefore, he benefits from both UML diagrams and 
DSL-like diagrams during analysis, design and test phases 
of SDLC. Participant#12 tests the communication protocol 
and message interfaces between middleware and digital sig-
nal processing (DSP) modules of the radar software, which 
are deployed in the main processor card (not in PC). She 
described the simulators she developed as “medium” in 
terms of hardware closeness. She does not use any model-
driven techniques although she studied modeling languages 
in earning her MSc in computer engineering (CENG). She 
benefits from sequence diagrams, use case diagrams and 
communication diagrams during the analysis and test phases 
of SDLC. On the other hand, participant#13, whose aca-
demic background is different from other testers (i.e., he is 
an electrical/electronics engineering (EE) graduate and did 
not take any software engineering courses on modeling), 
tests DSP algorithms and does not use any programming 
language related to modeling. Besides, he never uses any 
digital medium (e.g., a personal computer) while modeling 
although he uses some use case or sequence diagrams to 
communicate with other colleagues without archiving 
them (e.g., these diagrams are discarded shortly after the 
conversation).

As stated above, although participant#11, participant#12 
and participant#13 are in the same project with the same 
role, since their responsibilities are different (e.g., testing 
different modules of the same software), their modeling 
approach patterns are different. The formal education (e.g., 
university degree) of these practitioners is also different. 
We encountered similar situations in which the responsi-
bilities and university degrees influence the developers’ 
modeling approach patterns (as shown in Table 8 for par-
ticipant#6, participant#3, participant#9, participant#7 and 
participant#4).

Moreover, in Case Study A, during the first round of the 
interview (based on the questionnaire), participant#8 follows 
pattern 3.3 (i.e., “With DSL-like” pattern, see Table 1), but 
during the second round of the interview, face-to-face con-
versation revealed that he is a modeling stakeholder, who 
was “unaware” of MDE (as participant#28 in Case Study C). 
The professionals, who were “unaware” of MDE, completed 
the questionnaire as if they have benefitted from automatic 
code generation or documentation generation with sketch 
and UML usage. However, we observed that they actually 
used DSL-like modeling languages, which categorizes them 
as pattern 3.x. For further details of participants’ responses, 
see [25].

In Case Study B, almost all results after observation and 
interviews are compatible with what MAPforES predicted 
except participant#21 (Table 9). This participant (i.e., project 
manager (PM), whose university degree is mechanical engi-
neering (ME) and who did not take any software engineering 
courses related to modeling) completed the questionnaire by 
describing his modeling experience as “0” and as “never” 
using software modeling. However, after a face-to-face inter-
view and observation, we noticed that he understood mod-
eling limitedly as consisting of formal UML diagrams, but, 
in fact, he used sketches on paper and whiteboard during 
meetings with the systems and software engineering teams. 
He mentioned that he used some sketches (boxes and lines) 
to understand a problem or process at an abstract level (our 
“ad hoc” pattern). Therefore, he is a modeling stakeholder, 
who is “unaware” of modeling with a hidden pattern (i.e., 
pattern 1.x, “unaware of modeling”) [25].

Table 7   Abbreviations used in the article

Position University degree

Software developer/programmer Dev Computer science CS
Software designer Desg Electrical/electronics engineering EE
Software architect Arch Computer engineering CENG
Systems engineer Sys Information systems IS
Software tester Tstr Software engineering SE
Project manager PM Mechanical engineering ME
Quality assurance engineer QA

4  Regarding “hardware closeness,” firmware or digital signal process-
ing (DSP) software is closer to hardware than user interface (UI) or 
middleware software.
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The same “unawareness” of modeling occurred in Case 
Study C, for participant#32, who also played PM role 
(Table 10). After the interview, we realized that he indeed 
uses sketching on whiteboard in an ad hoc manner during 
the analysis phase of the SDLC [25].

A notable finding from all of our case studies is that 
whenever a programming language used for modeling (i.e., 
“PL & HW closeness” column) goes from high level to low 
level (e.g., from Java, C++ to C, or to the case where the 
participant does not use a programming language), the use 
of modeling decreases (i.e., “Modeling Patterns” column). 
Note that some embedded software professionals in indus-
try think that the programming language and correspond-
ing toolset restrict them while modeling (e.g., because of 
the limited number of embedded modeling environments, 
which provides code generation facility for C, or because 
the number of modeling tools for high-level programming 
languages, such as C++ or Java, is greater than the num-
ber for lower-level programming languages such as C) [23]. 
Moreover, in various software development projects, differ-
ent layers of the same software might use different program-
ming languages (e.g., the DSP team uses “C,” the middle-
ware team uses “C++” and the UI team uses “Java”), and 
the modeling practices of different teams might differ due 
to differing project characteristics [34]. Although the Plat-
form Independent Modeling (PIM) concept might achieve 
modeling independent from programming language [35], in 
some cases, the programming language choice affects both 
attitudes on modeling and the development and modeling 
process followed which depends on tool support.

Regarding the relationship between university degrees 
and modeling cultures, in our case studies, there were no 
participants in the “Auto-generated” culture, whose univer-
sity degree did not include some combination of Comput-
ing Disciplines (e.g., Computer Science (CS), CENG, SE 
or Information Systems (IS)) except participant#9 and par-
ticipant#28, who use limited MDE (e.g., without code gen-
eration or MBT) and who graduated with EE degree (e.g., 
participant#9 uses MATLAB for model simulation, and par-
ticipant#28 uses MDE for documentation generation [25]).

Table 11 summarizes the applications of MAPforES to 
the line of research work that led to its construction. The 
percentage of identified patterns and cultures is computed 
comparatively for our international survey of embedded soft-
ware development professionals [19], the report on inter-
views with a sample of embedded software development 
professionals [23] and finally the three case studies given in 
the present article.

The use of model-driven approaches is more significant 
in some sectors than in others. For example, in Case Study 
A, where participants worked in the defense and aero-
space sector, we found that model-driven approaches were 
widely used. This result is consistent with earlier studies. 

According to [36], defense and aerospace is the sector, 
in which model-driven approaches are the most popular 
among all other sectors, and automotive and transporta-
tion was in second place. Moreover, although the research 
methodologies (i.e., survey, interview and case studies) 
and participant numbers are different (i.e., 657, 53 and 35, 
respectively), the percentages in the patterns are similar 
and compatible with one other. As shown in Fig. 1, the 
percentage of “Auto-generated” and “Performed” cultures 
in the case studies (i.e., 31.4% and 8.6%) is higher than the 
percentages in the survey (i.e., 29.5% and 4.5%), whereas 
the percentage of the “None” culture in the case studies 
(i.e., 5.7%) is lower than that in the survey (i.e., 11%). 
The reason is “hidden patterns” (e.g., participants were 
unaware of MDE and modeling), something that could 
not be identified by survey data. In fact, the participants 
in both studies, who do not know whether they use MDE 
or software modeling, might cause changes in descriptive 
categorization and their percentages in different research 
methodologies, i.e., the percentage for “unaware of mode-
ling” pattern in the survey, might be distributed into either 
in “performed” or “formalized” culture, but in the quali-
tative interview data (e.g., face-to-face, direct observa-
tions, etc.) more robust information about “unawareness” 
of modeling characteristics were provided, hence a more 
correct categorization.

By no means, these percentages present the exact distri-
bution of the modeling patterns and cultures in the embed-
ded software industry, but, this result gives insight and 
confirms the distribution of these patterns that MAPforES 
identified, along with further insights as detailed below. We 
must also emphasize that using a single embedded profes-
sional as the unit of analysis is generally considered accept-
able in the literature (e.g., [37]).

Analysis of the evaluation forms is presented next. This 
analysis shows how participants evaluated the utility and 
comparative value of MAPforES.

3.3.2 � Evaluations by individual qualitative evidence

Analysis of the evaluation forms shown in Table 12 (Appen-
dix of [10]) shows that MAPforES reflected the expected 
results based on validation criteria in Table 3. Note that 
every participant except few (Table 12) elaborated on each 
affirmative answer. Details of this elaboration are presented 
next.

All qualitative and quantitative data gathered through 
these forms (which we discuss below) and the attitudes of 
the participants during the closing meeting demonstrate that 
the model was useful:

•	 in creating and increasing the awareness of what mod-
eling stakeholders do,
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•	 in giving an opportunity to the stakeholder to compare 
how software engineer with similar profiles model and 
also

•	 in suggesting useful software modeling practices [25].

Although the evaluation form is in English, four partici-
pants (~ 11%) answered in Turkish. Note that if the partici-
pant’s answer is in English, the phrase is not corrected even 
if it might be grammatically incorrect on the original forms 
[25]. However, we have corrected these sentences in this 
paper to improve their understandability (with additional 

words added for clarity shown in brackets). Due to space 
constraints, selected evaluations to each question in Table 4 
with verbatim quotes taken from the original evaluation 
forms are given below. All remaining qualitative data are 
available in [25].

3.3.2.1  Evaluations on relevancy and insightfulness of MAP-
forES (question 1 and question 3 of Table 4)  All responses 
to the first question mentioned that the model produced 
relevant results, which addresses the “result” criterion in 
Table  3 (e.g., the quality of the model with respect to its 

Table 11   Case study results summary: comparison with survey and interview with respect to pattern & culture percentages

*1.x pattern might be either 1.1 or 1.2; hence, its value makes “performed” and “formalized” culture increase
**3.x pattern might be either 3.1, 3.2 or 3.3; but since all of them are in “auto-generated,” no need for further analysis as in 1.x pattern

Patterns Cultures % in survey 
results (657)

% in interview 
results (53)

% in case A 
(17) radar sw 
project

% in case 
B (10) bus 
sw project

% in case C (8) 
TV sw project

% in case 
studies 
(35)

Model-driven
3.3 With DSL/DSML Auto-generated 15.4 29.5 15.1 32.1 11.8 35.2 20 30 12.5 25 14.3 31.4
3.2 Without DSL/DSML 6.5 7.5 5.8 10 – 5.7
3.1 Limited 7.6 5.6 11.8 – – 5.7
3.x Unaware of MDE** – 3.7** 5.8** – 12.5** 5.7
Model-based
2.2 Prescriptive Prescripted 25.2 18.9 23.5 20 25 22.9
2.1 Descriptive Archived 12.7 16.2 11.3 15 5.8 17.6 10 20 12.5 25 8.6 20
1.3 Archived 3.5 3.7 11.8 10 12.5 11.5
1.2 Selective Formalized 13.6 13.2* 11.8 10 12.5 11.5
1.1 Ad hoc Performed 4.5 3.7* 9.4 5.8 5.8 – 10 – 12.5 2.9 8.6
Sketching
1.x Unaware of modeling* – 5.6 – 10 12.5 5.7
None
0.1 Bad experienced None 11 7.5 11.2 5.8 5.8 – 10 – – 2.9 5.7
0.0 Not experienced 3.7 – 10 – 2.9

Fig. 1   Case study results: the 
percentage of participants in the 
modeling culture discussed in 
Sect. 2.2

11.0%

4.5%

13.6%

16.2%

25.2%

29.5%

11.2%

3.7%

13.2%

15.0%

18.9%

32.1%

5.7%

8.6%

11.5%

20.0%

22.9%

31.4%
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None
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Case Studies (35 practitioners) Interview (53 practitioners) Survey (657 practitioners)
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benefits). One participant stated on the evaluation forms: 
“In fact, I really did not know whether I have been mod-
eling; but in fact, I now realize that I have been a sketcher 
for more than 10 years; yes I am a modeler but part of a ‘per-
formed’” [culture]. A project manager indicated the bene-
fits of the presentation as “Before [the] presentation, I didn’t 
think that modeling was important for me; but now I can say 
that at least I will try to investigate these recommendations 
[further].” All participants explicitly affirmed the proposed 
benefits of the model [25]. All answers to the third question 
in Table 4 revealed that no participant has experienced such 
a characterization model before [25]. Two evaluation forms 
suggest an improvement (also discussed during the closing 
meetings): “While getting the modeling characteristics of 
the stakeholder [as a structured questionnaire], why do not 
you use any automated tool so that both filling the form and 
the analysis would be easier?” A positive result of manual 
application was the possibility of identifying unaware pat-
terns during direct observations and face-to-face meetings. 
This suggestion can be implemented by dividing the process 
into two stages: (1) obtain the inputs with a tool and (2) 
evaluate and observe the stakeholder’s characteristics (e.g., 
using the questionnaire results form). Via an automated 
tool, the questionnaire can be sent to several companies 
before the visit. This would save time (although the semi-
structured part is still crucial).

3.3.2.2  Evaluations on  usefulness of  MAPforES (question 
2, question 4 and  question 5 of Table 4)  The objective of 
the second question on the evaluation form, which affects 
both the “result” and “utility” criteria listed in Table 3, was 
to evaluate the benefits of MAPforES. Almost every par-
ticipant (~ 94%) explicitly mentioned the need to understand 
different modeling patterns and cultures so that a model 
might help the stakeholder to follow commonsense mod-
eling practices. According to participants, the model pro-
vides a common language for a stakeholder to share her/his 
modeling experience with the others in the embedded soft-
ware modeling community. Note that 5.8% of participants 
did not elaborate their answer on the second question, i.e., 

“Do you think that the model is helpful? Please elaborate 
your answer.” They just wrote “Yes” without elaborating. 
However, we think that this ratio (e.g., ~ 6%) is negligible 
and not a threat to validity.

Depending on the modeling stakeholder role, the evalu-
ations varied. For example, one software developer in the 
first case study stated that “knowing the characteristics of 
what I am modeling is helpful for categorizing my modeling 
approach. Learning the importance of DSL in embedded 
software industry pushes me to investigate further a cost-
effective and domain-specific (defense) solution.” Another 
participant (i.e., systems engineer) wrote on the evaluation 
form: “the model is helpful to understand different modeling 
approaches [of different roles] such as software develop-
ers, systems engineers (such as me) and even PMs [Project 
Managers]. As far as I understood, all of their approaches 
might be the ‘best’ according to some criteria, so there is no 
just one ‘best’!”

One benefit of the MAPforES model is making stake-
holders aware of their modeling practices. One software 
developer in the third case study said: “We now know that 
we are using DSL in fact:).” There are many participants 
(83%), who mentioned that the presentation given before 
the interview was also beneficial since knowing the relations 
between the modeling characteristics has practical benefits 
for the modeling stakeholder.

As mentioned, MAPforES uses the results of survey and 
interview data to describe the modeling practices of stake-
holders with similar profiles. For example, a participant 
presented his/her characteristics of modeling (e.g., role or 
target sector), and the evaluator reported the similar profiles’ 
modeling practices to increase modeling awareness (e.g., 
the modeling languages specific to the target sectors such as 
AADL for defense and aerospace, the Markov Chain Mod-
eling Language for consumer electronics or modeling tools). 
In this way, MAPforES guided process and tool improve-
ments for modeling by describing a set of commonsense 
industrial practices [25]. According to the majority of par-
ticipants (i.e., 74.2% of participants used “useful” explic-
itly in their evaluation forms for the fourth question), this 

Table 12   Percentage of respondents that replied affirmatively to validity criteria

*All participant (i.e., 100%) satisfied related criteria for this question; however, two participants (i.e., 5.8%) did not elaborate their answers and 
just wrote “Yes” in the forms without explicitly mentioning about the benefits of the model

Question # Addressed RQ # Validation criteria Case Study A (%) Case Study 
B (%)

Case Study C (%) Total (%)

1 RQ1 Result 100 100 100 100
2 RQ1 and RQ2 Result & utility 94.1* 100 87.5* 94.2*
3 RQ2 Comparison 100 100 100 100
4 RQ2 Utility 100 100 100 100
5 RQ2 Utility 88.2 90 100 91.5
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set of commonsense practices is useful because their mod-
eling practices might be affected based on the suggestions. 
“Learning what the similarly profiled [embedded software 
practitioners] are doing is useful to analyze the approaches 
[before embarking on a project with modeling]; it will save 
time” or “Knowing alternative practices (for example mode-
ling tools) might affect our practices. If they are cheaper than 
what we use, we, of course, will use and apply these prac-
tices in future” are some example quotes from participants.

Although the attitudes toward these suggestions were 
always positive, some participants mentioned some organi-
zational and managerial issues. One software developer 
in the first case study stated: “We have an organizational 
decision to use a modeling tool, I don’t know whether we 
can change this; but the managerial decision on that tool 
might be affected if there are cheaper alternatives.” Another 
software architect in the same software development team 
wrote in the evaluation form as “Of course, ‘stand on the 
shoulders of giants’:). If some of their choices [in modeling 
approaches and tools] fit our organization, why not?.” One 
participant stated: “Yes, I believe that our competitors’ mod-
eling ways could be a source for inspiration about future 
projects, but I am not sure about my managers’ possible 
concerns about what our competitors are doing; and they 
have the last word.”

The set of modeling languages used based on the stake-
holder role was also appreciated by the participants. One of 
the systems engineers stated: “In fact, there are not many 
systems engineers in the industry, therefore it is very inter-
esting to learn what they do. Specifically, I want to learn 
more about SysML.” A software developer in the first case 
study also stated: “I don’t know about DSL usage in our 
industry; I should analyze some of them like MARTE and 
EAST-ADL.” One of the project managers commented that 
“Being the PM, learning the other PMs’ modeling usage is 
very interesting; perhaps I should analyze some BPM [Busi-
ness Process Modeling] diagrams to get some benefits.”

Almost every participant’s answers to the fifth question 
(~ 91.5%) satisfied utility validation criteria for this question, 
which finds out whether the model is useful or not. By using 
the chart for the modeling patterns and cultures with the 
corresponding characteristics of modeling [10], the recom-
mendations are useful for commonsense modeling practices 
depending on the specific characteristics (e.g., motivation 
and purpose).

One test engineer stated: “Developing a company-specific 
[domain-specific] tool according to our needs is always a 
planned action for our test department. Perhaps, [based on 
the feedback] from this study we can accelerate this process 
and fully automate all our testing procedure. By this way, 
all testers might be in the same pattern according to your 
model.” One of the software developers, whose pattern is 
2.2 (i.e., using prescriptive modeling but not model-driven 

techniques), said: “The recommendations are useful with 
respect to [being aware of] DSL and having own modeling 
tool. Perhaps, we can try model-driven techniques by com-
paring pros and cons.” A software developer in the second 
case study said: “I think they [the recommendations] will 
be useful after analyzing the suggested modeling tools and 
DSLs further (mainly Papyrus, Eclipse-based tools and auto-
motive domain-specific DSLs).”

Moreover, giving these recommendations explicitly (i.e., 
in a written format) made some participants aware of an easy 
and straightforward modeling task to get practical benefits. 
A project manager stated: “Just taking a photo of the white-
board screen and archiving it is a very easy and effective 
solution. I am wondering why I did not do that until now.”

The same situation encountered in the answers to the 
fourth questions’ responses about organizational decision-
making issues was also encountered here. “Yes, [the recom-
mendations are useful] but since I am not a decision maker, 
I will also forward your email to my manager” or “After try-
ing and experiencing the suggestions, I can [personally] use 
them, therefore it might affect [how we work] based on the 
results of their feasibility analysis; but for my team, I should 
inform my technical lead” are some example quotes about 
this challenge. Amorim et al. claimed that managers should 
understand which modeling tools, languages and approaches 
are best fitted for their organization through experimenting 
as the best way to introduce model-based systems engineer-
ing (MBSE) [38]. In that sense, MAPforES may help to 
overcome organizational issues since it provides experiences 
of embedded software modeling community in an abstracted 
and compact form.

The common concern of the participants, who thought 
that there might be some organizational and managerial 
issues against a straightforward application of the recom-
mendations (~ 5.8% of participants), is that MAPforES has 
not been a “proven” or “accepted” model in the industry yet. 
One software developer stated: “As in all changes here [in 
our company], there is always the need for a “champion” to 
promote this model [and its recommendations].” He contin-
ued that in order to adopt this model without any organiza-
tional resistance, the management must either see the results 
of this model in their own projects or learn about any suc-
cess story about MAPforES. Another developer said that 
since MAPforES is a new model for the industry, there is a 
need to evaluate its recommendations in the long term for an 
effective adoption of MAPforES. These comments actually 
state the need and provide a cue for the future development 
of MAPforES to be a more adoptable model as detailed in 
concluding remarks in Sect. 4.

Qualitative data gathered through the evaluations have 
shown that the MAPforES model has been useful in creating 
awareness and guidance on software modeling in embedded 
software practitioners.
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3.3.3 � Discussion and lessons learned

The results have organizational implications since it is ben-
eficial to identify common techniques for different modeling 
purposes while pinpointing the potential challenges. For 
example, the results showed that even stakeholders in the 
same software engineering roles within the same projects 
might have different modeling practices (e.g., in Case Study 
A, participant#11, participant#12 and participant#13 as 
being software tester). On the other hand, we also observed 
that different modeling stakeholders (e.g., systems engineers, 
test engineers and software engineers) might have common 
modeling approaches and they might be in the same pattern 
(as participant#1, participant#7, participant#10 and partici-
pant#12 are in “Descriptive” pattern although their software 
engineering roles are different). Such findings have organi-
zational implications such as the need for further training 
in modeling or implementing practices of effective use of 
modeling in an organizational unit that might change from 
case to case. In other words, MAPforES can be utilized to 
decide the common approaches and practices for different 
software modeling characteristics such as purpose, medium 
type (e.g., modeling environment/tool), SDLC phases or 
modeling languages. For example, those stakeholders, who 
find UML too general or vague for their purposes [23], might 
actually benefit from DSL-like approaches in their choices 
of modeling languages depending on the sector to carry out 
effective MDE. A study, which presented a list of recom-
mended practices that contribute to the increased effective-
ness of modeling (e.g., with UML), showed that the use 
of software modeling is considered beneficial for software 
maintenance (as a specific SDLC activity), but needs to be 
tailored to its context since various practices are commonly 
overlooked [39]. The detection of necessary modeling pat-
terns, corresponding practices and further training in the 
organization (e.g., in a specific context), can be made via 
MAPforES characteristics [33].

The results of another study conducted in the embedded 
domain which investigated the barriers when adopting soft-
ware modeling showed that “the lack of supporting tools” 
is the most possible problem preventing adoption of mod-
eling techniques [40]. Similarly, a survey, which assessed the 
state of practice of model-driven approaches, showed that 
the main shortcomings to introduce and use these techniques 
are related to modeling tools and high training efforts [41]. 
In that sense, MAPforES might help stakeholders to find 
out the “right” modeling tool according to their needs by 
referencing to a set of commonsense industrial practices.

Modeling stakeholders are less likely to resist the chal-
lenges of modeling adoption if they can perceive its benefits. 
As reported in [38], the most important best practice for 

Model-Based Systems Engineering (MBSE)5 adoption in 
the embedded software industry is related to increasing the 
stakeholders’ motivation by making them aware of the ben-
efits. As reported by various participants in our case studies, 
MAPforES increased the awareness of modeling benefits; 
hence, it will help overcome the challenges of modeling 
adoption.

Based on our results, the difference on modeling pat-
terns might be related not only to project characteristics or 
software engineering roles in the project but also the tasks 
and responsibilities of that particular participant in that role 
besides formal education (e.g., university degree) of the 
stakeholder (as in the case of software tester roles in Case 
Study A).

We have already found out that educational skill set 
affects where/how the stakeholder learned software mod-
eling, hence modeling approaches and its relevant practices 
through modeling experience [6]. For example, a stake-
holder, who graduated from EE, most probably has learned 
software modeling after graduation with formal corporate 
training, or on his/her own; however, any stakeholder who 
graduated from a Computing Discipline has learned soft-
ware modeling at the university from software engineering 
courses. On the other hand, for the participant, who learned 
software modeling at the university, a typical university soft-
ware engineering course teaches in a top-down fashion, in 
which diagrams are first developed for analysis and then iter-
atively refined into design, implementation and test phases 
of SDLC. In most software modeling courses, the students 
study how to design and develop a software system using 
software modeling techniques, but the focus is generally on 
the analysis and the design phases and there is a missing 
part while translating these diagrams into executable code. 
Extensions of these courses could focus on the important 
concepts in model-driven approaches, which might increase 
the percentage of “Auto-generated” culture (Note that there 
is an increasing number of universities, which use “Model-
driven software engineering in practice” as a software 
engineering course book, which covers more model-driven 
practices [35]). Therefore, we believe that the awareness of 
different modeling approaches is correlated with the dis-
cipline of university degree of the stakeholder. These case 
studies also showed there is a relation between the aca-
demic background and the modeling approaches if the task/
responsibility of the stakeholders does not force him/her to 
do specific modeling practices. If the given courses on mod-
eling might be updated or enhanced to make the embedded 
software professionals aware of different approaches and if 

5  Model-based systems engineering (MBSE) is one of the systems 
engineering methodologies that focuses on modeling as the primary 
means of information exchange between engineers to support analy-
sis, design, verification and validation of the system (including soft-
ware part).
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the curriculum of non-Computing Disciplines (e.g., EE or 
ME curriculum) might be updated by including new courses 
about software modeling, we believe that this relationship 
might vary in the future.

The results also showed that there is a noticeable percent-
age of “unaware” participants of modeling or MDE (i.e., 
pattern 1.x and pattern 3.x, ~ 11%) in our embedded software 
community sample, which are identified during the direct 
observation or face-to-face semi-structured interview via a 
question and answer session (i.e., after the completion of 
structured part of the questionnaire). That is, although they 
practice a certain pattern in modeling, those participants are 
not metacognitively aware that they are using this particular 
pattern. According to our results, this “unawareness” related 
to software modeling is mainly based on stakeholder’s pro-
file (e.g., university degree, modeling experience, etc.). In 
other words, without a background and common terminol-
ogy in modeling, the stakeholder may not be aware that she 
is actually using modeling in SDLC. An organization might 
use such outputs of MAPforES to fulfill any training need 
to create and increase the awareness of what their modeling 
stakeholders do.

3.4 � Threats to validity

In our case, we should note that these case studies do not 
include any hardware, which is at architectural design or 
development stage (e.g., the hardware is robust). Thus, we 
assumed that hardware design and maturity problems did 
not present challenges to the scope of the study as the rela-
tion between software and the hardware which this soft-
ware is running on is important in the embedded software 
development.

In our study, the following aspects are addressed [28]:
Construct validity Construct validity is concerned with 

the correctness of the interpretation and the theoretical con-
structs [42]. In this research, multiple sources of evidence 
were used in our case study strategy. All evidence was col-
lected in questionnaires, written notes after interviews and 
direct observations and then kept in a technical report [25]. 
During the second round of the interview, the evaluator 
confirmed what the interviewee gave as responses in the 
questionnaire to ensure the validity of the collected data. By 
this way, cross-checking of what the questionnaire gave in 
the first round and what the evaluator observed during the 
second round provided more robust conclusions.

Internal validity In order to mitigate this threat [42], we 
focused on the study design and checked whether the results 
are consistent with the data. The case studies reported here are 
not controlled experiments; however, the stakeholders with 
similar profiles and modeling characteristics might be used 
for pattern matching with further case studies to eliminate any 
bias. During the first part of the interview, all participants filled 

out the questionnaire individually and separately so that the 
interviewer prevented answers of a participant to be influenced 
by others [43]. By this way, the interviewer avoided any infor-
mation sharing between interviewees. Note that awareness of 
modeling or MDE is critical to feed the model with correct 
data. Since there is no culture difference in case of “pattern 
3.x” (i.e., “pattern 3.x” might be “pattern 3.1” or “pattern 3.3” 
in practice, but all of them are in “auto-generated” culture), 
the model gives the relevant result for the corresponding cul-
ture. However, in the case of “pattern 1.x,” if the input is “no 
modeling,” the corresponding pattern would be incorrect. As 
seen, awareness of modeling approach (if available), hence 
data quality, is critical to have relevant results. Moreover, note 
that none of these software professionals in multiple case stud-
ies participated in the previous interviews; however, it cannot 
be guaranteed whether any of them participated in the survey 
or not. Nevertheless, note that even if they have participated in 
the survey, when the number of case study participants is com-
pared to the number of participants in the survey (e.g., ~ 5.5%), 
a threat to internal validity would be limited.

External validity The generalizability of the results is 
focused to mitigate this threat [42]. Three cases and partici-
pants were selected intentionally (Sect. 3.2.2) with variation 
points (e.g., target domain, position, academic background, 
experience, hardware closeness). We cannot state that the 
selection is representative of all embedded software develop-
ment projects. However, all three cases have similar results, 
and by applying the model in more case studies and projects, 
the generalizability shall be improved.

Reliability Reliability focuses on the replicability of the 
results by other researchers. This study has a case study pro-
tocol and database, which were documented and archived 
systematically so that the replicability and repeatability of 
the operation of the case study have been ensured. Note that 
both the questionnaires with the evaluator’s notes and the 
evaluation form of participants were saved in case study 
database as a paper repository and then were digitized dur-
ing the analysis when transcribed by taking the photo of 
each page [25]. Moreover, the draft case study design was 
reviewed by two academicians and three embedded software 
professionals. By this way, Table 5 is modified, and before 
the company visit, the agenda template was finalized. Dur-
ing the interviews, the actual (performed) progress of the 
case study against the planned progress (i.e., the agenda) 
was reviewed to determine if there are any significant differ-
ences. Moreover, the evaluator (during the second round of 
the interview) asked the interviewee to confirm and validate 
what she or he gave as responses in the questionnaire. This 
helped to ensure that the interview data provides a fair repre-
sentation of the interviewee’s opinions with correct answers.

Although the general validity of the conclusions was 
restricted by the limited number of case studies (i.e., three), 
we believe that MAPforES can be applied in different 
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subsectors of the embedded software industry and can be 
enriched with more case studies. Such a further study could 
strengthen the validity of the model.

4 � Conclusions

In this study, we present the MAPforES model to identify 
and define modeling approach patterns and cultures used in 
embedded software development projects. We observed that 
the industrial context reflects what we presented for mod-
eling approach patterns.

We noticed that organizations may need different mod-
eling approach patterns for different projects or even for dif-
ferent individual software engineering roles within projects. 
Applying MAPforES provides feedback to modeling stake-
holders and creates insight for individuals. The usage of the 
characterization model has the potential to overcome one of 
the most significant difficulties of top-down organizational 
process improvement model by enabling everyone to con-
tribute [44, 45]. As also depicted in Heldal et al., different 
units within the same company might use different modeling 
approaches [8]. Moreover, we found that even in the same 
software development project, the same software engineer-
ing roles might use different modeling practices depending 
on their tasks and responsibilities for different modeling 
characteristics such as different purposes in different phases 
of SDLC besides formal education of the stakeholder.

We found out that MAPforES is useful since the partici-
pants explicitly mentioned their satisfaction [10] in creating 
awareness and referencing to a set of commonsense indus-
trial modeling practices. Qualitative data gathered through 
the evaluations have shown that all participants thought that 
the MAPforES is conceptually insightful and the majority 
(i.e., 74.2%) used “useful” explicitly on their evaluation 
forms.

MAPforES can be applied with a moderate amount of 
effort (i.e., about 2 h per modeling stakeholder), and its 
benefits easily outweigh its costs as the improvements in 
individual processes are accumulated in all projects to be 
implemented after that point in time.

MAPforES is a complementary model for process 
improvement approaches such as CMMI and SPICE [14, 
15]. Identifying modeling patterns of individuals and/or pro-
jects before an organizational assessment of software mod-
eling practices may be useful in pinpointing the potential 
threats for institutionalization such as the diversity of tech-
niques utilized. The results can also be beneficial for iden-
tifying the common techniques for different purposes used, 
thereby for determining the best standardization approaches. 
Two organizations in the case studies have CMMI certifica-
tions and the participants found the model useful, which 

has increased both their awareness of their own and similar 
demographics’ modeling practices.

Our validation of MAPforES does not currently entail 
whether the awareness and new information acknowledged 
by the participants have short- and long-term positive effects 
in their modeling practices in embedded software develop-
ment. Thus, to evaluate both the individual and organiza-
tional benefits of MAPforES, we have planned a systematic 
study, in which we will investigate the changes of software 
modeling practices in time, of the participants, via various 
interviews (e.g., if there is an improvement, which practices 
are affected and what are their consequences; if there is no 
change, what are the challenges of not applying MAPforES, 
etc.). We also plan to conduct such a study on another con-
trol group, who have not applied MAPforES. These stud-
ies will enable us to reveal the effect of MAPforES on the 
changes for software modeling practices.

In the multiple case studies, to take the modeling charac-
teristics of the participant, a questionnaire was used. A rec-
ommendation system using artificial intelligence techniques 
might transform a more costly to implement technique such 
as a questionnaire into a virtual assistant for project and 
program managers implementing policies on software mod-
eling based on a model such as MAPforES of community 
experience.

We also plan a study of technical and social factors that 
influence the adoption of various modeling patterns, spe-
cifically the effect of understandability and organizational 
resistance [46].

MAPforES is the first wide-coverage model of modeling 
characteristics for the embedded software sector built on 
extensive input from industry. The work presented in this 
article complements the model development effort by apply-
ing the MAPforES model successfully in three embedded 
software projects from two organizations. We hope that 
MAPforES and its applications in the field will establish a 
useful baseline for future individual and organizational pro-
cess improvement studies in embedded systems modeling.
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